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Abstract

Several literatures have been published about the semantic web services being the solution to interoperability challenges within the Service Oriented Architecture (SOA) framework. The aim of this dissertation was to find out, if the introduction of the semantic layer into the SOA infrastructure will actually solve these challenges.

In order to determine the existence of these challenges, a traditional web service built on XML technology was developed; first to understand the technology behind web services and secondly to demonstrate the limitations of the original SOA framework especially in the area of automatic service discovery and automatic service composition.

To further investigate how the Semantic layer could solve these limitations; a semantic web service was developed, to explore the tools and models available to develop semantic web services and the possible challenges that could arise from the inclusion of the semantic layer into the SOA infrastructure.

These two applications were evaluated and compared in terms of their capabilities and underlying technologies to find out if truly, the semantic web services could solve the interoperability challenges within the SOA infrastructure. Since semantic web services are built using ontologies, they have well described interfaces that allow for automatic web service discovery and invocation; it was found out that truly, they can solve the interoperability challenges in the SOA framework. However, there are a number of challenges that could impede the development of the Semantic SOA; such challenges were discussed in this paper.

Finally, this paper concludes by highlighting areas in which the work in this research could be extended.
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1. General Introduction

1.1 Background

In today’s world, businesses are striving for growth and competitiveness in order to be on the ‘cutting-edge’; as a result business needs and processes change very frequently. In a recent survey, “90% of CEOs expect to transform their enterprise to become more responsive, particularly to customer demand, within the next five years” [72]. For an organization to retain its agility and adaptability, it must ensure that the supporting IT resources respond flexibly to the changing business needs. Basic business needs include reduced cost, quicker response to customer needs, integration across the enterprise, Business to Business (B2B) and Business to Consumer (B2C) integration and greater Return On Investment (ROI) [10].

In response to the changing business needs, companies face the challenge of building technologies from scratch, integrating applications across incompatible platforms and maintaining legacy systems. According to Microsoft [45], the core of these challenges is information sharing between legacy and line of business applications; although they perform optimally in their specific roles whether in finance, customer relationship management, marketing etc., it is not possible for them to exchange data either within the organization or across the organizations without some form of human intervention.

Human intervention could be by manually feeding one system’s data into the other incompatible system or by development of a code that will act as an interface between the two incompatible applications in order to enable information sharing. Neither of these solutions is efficient because they could be error prone, expensive, difficult to maintain and could be a duplicate of process [45, 63].
However, today’s retail business climate requires that business processes be automated and flexible through the alignment of technology with business objectives and processes. This will require developers to compose systems and integrate them over distributed networks [48]. Furthermore, systems must be developed across heterogeneous environments such that they can accommodate various operating systems, hardware, middleware, programming languages and databases [10, 16, 39, 40].

Hence, an architecture that allows for interoperable system-to-system communication irrespective of the platform, location and programming language across a loosely coupled network is required.

One solution that binds all these requirements together is Service Oriented Architecture (SOA) [16].

SOA has been regarded as an architecture that allows for interoperability between systems across diverse platforms [33, 36]. It has been highly rated as the next generation paradigm for developing loosely coupled applications and allowing the integration of complex systems at a reduced cost.

Although SOA promises to solve interoperability problems across heterogeneous systems, there are problems when services containing data and processes of different structures and definitions and could lead to failure in achieving true interoperability [33]. This is because SOA technologies such as the Web Services Description Language (WSDL), Simple Object Access Protocol (SOAP), Universal Description, Discovery and Integration (UDDI) do not have the capability of providing the semantic meaning of data based on inference.

It has been proposed therefore, that introducing the Semantic layer into the SOA infrastructure will enhance true interoperability by providing automatic discovery of services and integration within the SOA framework [20, 53]
1.2 Purpose of Dissertation

This research will investigate the interoperability challenge in service discovery in the SOA framework and explore how service discovery could be automated by the semantic layer. It relies on information obtained from a combination of sources which entails an extensive review of the literature; drawn from both academic and commercial organisations.

The dissertation is organised into the following chapters.

- Chapter 2. Review of Literature
  
  This chapter gives an overview of services from different technological views such as Software as a Service, Software as a Product, Application Service Provider, and then goes ahead to discuss the origin of Service Orientation and how it achieves interoperability. Other sections of this chapter discusses early interoperability architecture, then defines Service Oriented Architecture (SOA) and its principle and technologies, its relationship with Web Services, benefits, limitations and challenges.

- Chapter 3. The Semantic Web Service
  
  This chapter extends the review and discusses the semantic web and its technologies such as Resource Description Framework (RDF), Ontology Web Language (OWL). Current development tools and real life applications of the semantic web services are equally explored.

- Chapter 4. Methodology
  
  The methodology of the research is discussed in this chapter. It includes the aims and objectives of the research, the project method, the implementation of the method and how the result will be analysed.

- Chapter 5. Practical Investigation I: The Traditional Web Service
This chapter describes two basic models for accessing web services data namely; SOAP and REST. It also describes Amazon’s web services and discusses the implementation of a web service client that invokes the Amazon’s web services to demonstrate interoperability.

- Chapter 6. Practical Investigation II: The Semantic Web Service

This chapter discusses two semantic web services architectures such as the WSMX based and the OWL-S based. It provides a description of the OWL-S Editor tool and the implementation of a semantic web service client.

- Chapter 7. Evaluation and Discussion of Results

This chapter evaluates and discusses the results of the two web services; it further describes the problems encountered during the implementation of the services.

- Chapter 8. Conclusion

This chapter concludes by discussing how the aims and objectives were achieved, the limitations and general evaluation of the project and how the project could be extended.
2. Literature Review – Service Oriented Architecture (SOA)

2.1 Introducing Services

Services could be described as any non-material activities rendered to customers for the purpose of creating benefits [39]. They are carried out in the form of giving skills, expertise or experience based on the demand placed on the service to bring about human satisfaction. Services are delivered in virtually all sectors of the economy such as consulting services, customer services, transport, entertainment, information technology etc. In the field of Information Technology (IT), services support existing IT products, service an existing IT infrastructure or provide IT infrastructure to customers who need such services; a good example are Internet Service Providers (ISP) – they have invested time and resources into their infrastructure, then they advertise their services to people who need internet connections but do not have enough resources to acquire such infrastructure, hence they subscribe for such services.

Recently, the internet has changed the approach in which business is conducted as products and services could be sold and discharged over the internet. The software industry is also taking advantage of this opportunity, rather than having the conventional sale of software as a product; software components are now being sold as services to be used over the internet. This introduces us to Software as a Service.

2.2 Software as a Service (SaaS).

In the software industry, services are software components that exist independently over a network where their functionalities could be discovered based on the description of what they can do and how they can be used [45, 51].
When Software exists as a service, it allows for reuse of existing assets because they are loosely coupled, it also enhances interoperability between variety of applications and technologies. Another reason for reusability is that the software components are packaged as self-contained entities existing in modular form; this allows developers to manage each individual component without affecting other components of the software. Software as a service could be likened to as building blocks that are made available to develop different forms of new applications [7, 42, 51, 58].

SaaS [11] has been defined as a Software distribution model in which applications are hosted by a vendor or service provider and made available to customers over a network, typically the internet. Microsoft [15] simplifies it: “Software deployed as a hosted service and accessed over the internet”.

SaaS is a concept different from the traditional software application for many reasons which shall be discussed further in this paper.

2:3 Software as a Service VS Software as a Product

The term software as a product is referred to as the traditional one-time licensing model of software applications, where software products are bought and installed on computers. Here, the consumer could assume responsibility over the implementation and management of the software. On the other hand, Software as a Service is a subscription model that could be referred to as “pay as you go” basis where consumers once made their subscription, could have immediate access to functionalities and features of the service [55]. The subscription could be a flat rate which gives unlimited access to all of the features of the application or varying charges depending on usage [15].

SaaS also known as Software on-demand has many benefits over software as a product both to the software service vendor and software service consumer. As it
shifts responsibility of software management and maintenance to the vendor which in return favours the consumer as well as cutting the cost of having to set up the infrastructure and environment suitable to accommodate the licensing model of software applications. This invariably allows small businesses to easily subscribe to software as a service since it’s cheaper and simpler to deploy. One source states that SaaS is 80% - 90% cheaper than traditional software as a product [11].

On the other hand SaaS benefits the vendor as it allows the developer to support many customers with a single version of the product [55]. Many enterprises prefer to purchase software solutions rather than developing them, this informs why software vendors are beginning to expose their software as services to be consumed over the network [52].

2:4 Software as a Service VS Application Service Provider

SaaS is closely related to Application Service Providers (ASP) but they are not the same. Application Service Providers are companies that sell enterprise/commercial software applications such as ERP (Enterprise Resource Planning) systems, CRM (Customer Relationship Management) systems, Supply Chain Management (SCM) systems and many others, to companies for deployment where the ASP host the data centres for each company [75]. Such software systems are customized to suit the business needs of the various customers. Since [41] one ASP is running an application customized into many versions to multiple companies, it was difficult to provide expertise in each of the applications. As a result many companies still have to employ in-house specialist to manage the software application which is an added cost.

In a 2006 survey, 80% of SaaS users are satisfied with their SaaS solutions and about 74% plan to acquire more SaaS solutions from their vendors [39].
The points below highlight the differences between Software as a Service (SaaS) and Application Service Providers (ASP):

1. Multi-Tenant Scalability: SaaS vendors develop applications from scratch and in a multi-tenant environment where the applications are customized for each customer yet one source code is maintained and deployed for the benefit of every one. On the other hand, ASP applications are not developed for multi-use environment, each customer’s application is maintained within the ASP environment which makes it more expensive [75].

2. Upgrade and Enhancement: SaaS is easily enhanced since it is single software-to-many consumers; enhancement could easily be implemented at the data centre of the vendor and made available to users via the internet. The user may decide to accept or reject the changes depending on their needs. ASP applications upgrades are usually done when the core application supplier issues them. It is difficult to have frequent upgrades due to the fact that there are multiple customized versions of the software unlike SaaS that has a single source code for its numerous subscribers [71, 75].

3. Integration and IT Support: For SaaS, integration is done via Web Services and XML while IT support is not required in the sense that the vendor assumes responsibility for that. ASP integration is usually expensive because the applications are tightly coupled and platform dependent. It also requires internal monitoring and maintenance depending on the degree of customization [71].

4. Time to Implement: SaaS is implemented immediately while ASP usually takes a longer period to customize and implement applications [71, 75].

2.5 Service Orientations – Origin

The IT industry has been experiencing the evolution of design models from object-oriented models to component-based development and currently service orientation.
The origin of SOA style of design is unknown but it was first used to describe the architectural principle that could enable the integration of the CORBA and DCOM programming model in an enterprise [16, 34].

While the origin may not be known it may well stem from the software engineering principle called the “separation of concerns”. The principle is about breaking down a given problem/application into smaller concerns or functions where each functions are invoked remotely using a technology called Remote Procedure Call (RPC) such that it becomes easier to solve. RPC enhances solutions by shielding the developer from considering the differences in programming language, operating system, network protocols and other platform dependent components of the application (interoperability) [3, 9]. This principle (separation of concerns) is well embraced by Object Orientation and Component Based Software Development [21]. Service orientation is unique in its approach as it blends the benefits of component-based development such as encapsulation, dynamic discovery, self-description and loading with object orientation in terms of modularity but the differs in operation by passing messages between services instead of the object orientation way of invoking methods on objects. Service Orientation makes use of Schemas - a system which describes and set policies/patterns for messages sent across services to ensure standardized service semantics. This yields interoperability in such a way that concern is not given to how the messages are sent from one service to another because a standard format is in place and messages are well described [48, 78]. This will be explained further in SOA principles and implementation.

The term interoperability has its roots from the idea that systems existing in a distributed environment need to communicate to solve a particular task. For example, a UNIX system may want to retrieve customer profile from customer database existing in a mainframe computer running an operating system and application different from that existing in the UNIX system. An incompatibility problem arises where it becomes difficult for the two systems to communicate
effectively, hence a need to develop interface ‘software’ or a middleware that processes both the requests and responses from both systems in a way they can both understand. This is illustrated in the figure below [63].

![Diagram](image-url)

**Figure 1: Communication between a Mainframe and a UNIX Server [63].**

This interface introduced does not solve the problem, but increases the complexity because for every system added to the network a need arises to add more interfaces leading to a more complex network [63]. Furthermore, any attempt to change the systems will require that the interfaces be changed which is expensive and time consuming.
2.6 Early Interoperable Architectures – CORBA

To solve the problem of interoperability the Object management Group\textsuperscript{1} (OMG) developed an architecture known as Common Object Request Broker Architecture (CORBA) that enables systems to communicate in form of objects. In CORBA, an interface is created between the services provided by an object and other systems, that is, a system through the interface created usually referred to as “broker” could request for the services of an object in a distributed computing environment [32, 36]. A Distributed Computing Environment is a system of computing where both hardware and software resources existing on a network could communicate and coordinate their actions via exchanging messages [70]. The intention of creating CORBA was to have a language that could serve as an independent standard middleware [29]. CORBA operates similar to SOA but focuses on objects to enhance the communication of systems across a distributed computing environment while SOA concentrates on business process interoperability and documents [79].

CORBA raised expectations as a technology that could solve the challenge of Interoperability but is believed to have failed because:

1. Complexity: Developing CORBA applications was difficult because the APIs were complex, difficult to understand and inconsistent. As a result of its complexity, CORBA applications development is time consuming and usually contains bugs. CORBA applications are tightly coupled which makes it difficult to achieve reusability and easily implement change. (This gives SOA a major edge over CORBA) [32].

2. Cost: Implementing CORBA was expensive coupled with the fact that runtime royalties had to be paid whenever an application is deployed leading to “vendor lock-in” [66].

\textsuperscript{1} Object Management Group (OMG) was founded in 1989 to promote the adoption of object-oriented technology and reusable software components)
3. Missing Features: A major flaw in CORBA was the issue of security. Due to a lack of encryption in CORBA messaging, messages under transition were susceptible to eavesdropping and man-in-the-middle attack. The risk of having to open a port in the corporate firewall for every service was a bridge of corporate security policies. This gives SOAP (a message protocol used in SOA infrastructure to send messages across distributed computing environment) an advantage over CORBA as SOAP is only required to pass through port 80 [32].

There are many other issues with CORBA leading to its decline such as lack of mapping between C#, Visual Basic and .Net, inability to handle threaded applications, not suitable for e-commerce applications, political issues et cetera.

2:7 Other Early Interoperable Architectures – DCOM and DSOM

Microsoft used Distributed Component Object Model (DCOM) as a way of simplifying the process of using objects but was only limited to their platform. Other platforms such as Linux or a mainframe computer could not use DCOM. In the process of implementing interoperability, IBM released Distributed System Object Model (DSOM). DSOM had its own limitation as well; it was only suitable for IBM OS/2 operating system although had the many features when compared with DCOM and CORBA [32, 64].

None of the three early interoperable architectures mentioned above could really achieve interoperability so to say because they all required custom or proprietary integration across systems/applications and applications were tightly coupled.

To achieve real interoperability, technologies have to be built upon open standards, which is why Service Oriented Architecture is believed to be one solution that could achieve true interoperability.
2:8 Service Oriented Architecture – Defined

Service Oriented Architecture (SOA) is a design approach to developing a network of integrated, simplified and highly flexible IT resources from a variety of distributed, complex systems and applications in a cost effective way. This is done by making information resources, applications and business processes accessible through standard service interfaces without bothering about the internal workings of the system [26, 44, 52]. SOA enables software systems to be designed in a way to provide services that are published to a directory and could be invoked over a network through a discoverable interface [10, 27].

With the SOA paradigm, organizations could easily unite customer or product data through data integration across the enterprise as well as application integration such that services or tasks could be invoked across departments within the organization or between business partners.

With the help of SOA data could be available in near real-time, for example; the supplier of a B2B company may check the company’s inventory and know when and what to supply, a traveller may get real time information from a travel agent about flight schedule, hotel accommodations and other travel aggregators all in a single package through the use of Web Services [39, 56].

Service Oriented Architecture stems from the idea of service orientation: an idea that allows service to be readily available “on-demand”. In other words, SOA is a framework that allows services to be accessed and consumed over a network [7, 33].

2.9 Principles of Service Oriented Architecture

So much has been written about service orientation and there are many misconceptions about SOA. The reason is that SOA is not a technology but a design philosophy/principle not dependent on any platform, programming language and
not owned by anyone as a product [48]. A question that comes to mind is; how do we determine if a company is really implementing SOA? The answer is, there are SOA principles such that when followed effectively SOA will be realized. Eight principles [21] of service orientation are summarized below:

1. Service Contract: The idea of Service Oriented Architecture is to be able to find and use services that exist anywhere in a network not minding the program or language used in locating the service. The service is consumed based on its interface description. In implementing SOA using Web Services, services are published to a service registry or registries, when the service is found, it is invoked by the service requestor as long as the terms and conditions stated in the service description are met by the service requestor. To establish a service contract, the following roles and operations must be established:

   a) Service Provider: The service provider creates and publishes a service description using a Universal Discovery, Description, and Integration (UDDI) directory as the general standard for services to be discoverable by its requestors over the network [49, 63]. The UDDI provides a method for publishing and finding service descriptions, if a document (usually from a service requestor) conform to the description given in any directory stored in the UDDI, that service is invoked. A service provider could be any company that hosts a web service made available on a network or could be referred to as the server side of a client-server relationship while the service requester could be referred to as the client side [27].

   b) Service Requester: The service requester could be referred to as service consumer/requestor that finds a service description stored in a UDDI by a service provider and binds or invokes the service when it is found using SOAP (Simple Object Access Protocol) messages. The UDDI
alongside with WSDL (Web Service Description Language) document does not only describe what the service does but also describes how to invoke the service [3, 49].

c) Service Registry: This serves as a middle-man between the service provider and the service requester by linking the two services together. The service registry - UDDI is the directory where the service provider publishes its service description [10, 27].

The services mentioned above share the contract (standard & conditions that must be complied with), therefore its design is very important. The diagram below illustrates the relationship between the three entities. (Note: UDDI, SOAP and WSDL shall be explained in later sections).

![Diagram of Service Provider, Service Consumer and Service Directory]

**Figure 2: Relationship between Service Provider, Service Consumer and Service Directory**

2. Loose Coupling: One of the ills of the traditional ways of achieving interoperability in a distributed computing environment was that systems were tightly coupled; this led to the inability of IT systems to respond to change very quickly [48]. The term “Loose Coupling” has to do with the extent to which systems/programs are dependent on themselves. The higher
the dependency, the tighter the coupling. To achieve loose coupling, software services have to be developed a model where a web service and its requestor are independent of one another such that any requestor whatsoever can invoke the web service [21]. Once a software program is available as a web service, it can be accessed through any service requestor in variety of ways.

3. **Service Abstraction:** One of benefits of SOA is the ability to establish reuse of legacy systems [35]. Legacy systems (e.g. mainframe systems) are systems that have been acquired for a long time and considered not to be replaced because it is cheaper and less complex to keep than to replace them. Companies spend between 70-80% of their IT budget on mainframe maintenance [56]. To enable reuse, the systems’ functionality is abstracted on the interface-level and underlying the details is hidden from the surface. With the help of the service layer provided on top of the legacy application, the system is able to receive and respond to SOAP messages that request for its functionality without minding the internal workings of the web service and the system [63]. This is illustrated in Figure below:

![Diagram](Image)

**Figure 3:** Communication between a Mainframe computer exposed as a web service and a UNIX Server [63].
The web service layer in figure 3 replaces the interface described in figure 1.

4. Service Discoverability: The principle of discoverability embodies the ability of a service to describe its purpose and its whole functionality [78]. This employs the use of the WSDL to describe the service to be as self discoverable as possible, so that it becomes easy for service requestors to locate and consume them [27].

5. Service Reusability and Concurrency: One of the reasons many companies are excited about SOA is its reusability, hence services must be designed such that its internal logic support reuse when exposed to the outside world. Moreso, services are bound to be accessed concurrently by service consumers, hence the need for services to provide excellent and reliable performance. Services are to be designed to respond to messages promptly so that other concurrent consumers will not be hindered [21].

2:9:1 SOA and Web Services

Although, Web services are not the only way to implement SOA, but has been identified as the best technology that fully implements SOA potentials. In the late ‘90s, Sun Microsystems actually implemented SOA over a private network to describe Jini technology (an environment created where services could be discovered dynamically and used over a network.) but what is outstanding about Web Services is that it uses open standards such as XML, WSDL, UDDI and SOAP to implement SOA over the internet [27, 43, 52, 58, 59]. It is predicted that 75% of SOA and Web Services will be implemented together in more than 75 percent new SOA and Web Services projects [52].
The Web Services Architecture Group at the W3C [27] gives a very clear definition of Web service:

A Web service is a software system designed to support interoperable machine-to-machine interaction over a network. It has an interface described in a machine-processable format (specifically WSDL). Other systems interact with the Web service in a manner prescribed by its description using SOAP-messages, typically conveyed using HTTP with an XML serialization in conjunction with other Web related standards.

Web Services are based on three XML-based technologies, which have been adopted as standards for interoperability:

I. Simple Object Access Protocol (SOAP): With SOAP messages in XML format, machines could easily understand the data being sent from a service requestor and respond by sending SOAP messages. A message could be any form of request such as a request for exchange rate for a particular currency, hotel bookings, purchase order, a search engine query. SOAP relies on the XML Schema and XML Namespaces for its definition and function. Applications/systems communicate basically using SOAP messages [9, 67].

II. Web Services Description Language (WSDL): The WSDL document also designed in XML based on standards specified by the W3C. The WSDL describes what the service does, how it is to be accessed and where it located (i.e. it’s URL) [27].

III. Universal Discovery, Description and Integration (UDDI): The UDDI was created for the purpose of discovering services published to the registry. The UDDI serve as pointer to where to locate a particular Web service [58, 63].

---

2 Web Services standards such as XML, SOAP, UDDI, WSDL are developed by organizations such as the W3C (World Wide Web Consortium), OASIS (Organization for the Advancement of Structured Information Standards), WS-I (Web Services Interoperability) to establish a common format for developers.
2:10 Benefits of SOA:
The main challenge of businesses over time has been integration of applications simply because they were built on ‘silos’ and tightly coupled applications but SOA implements loosely coupled integration which makes integration easier to accomplish and also reduces cost in a distributed computing environment [48]. The loosely coupled nature of SOA allows software applications to be reusable; this saves time and allows for flexibility in applications development, it also gives room for easy upgrades of software products.

In a fast growing business of our world today, where agility and flexibility is required in businesses, SOA allows IT infrastructure to be easily aligned to changing business requirements and companies are able to respond faster to customer needs. For example, in a supply chain environment businesses can build stronger relationship with their trading partners by creating dynamic services between them and real time data could be accessed to make quick decisions. A source reported how a business reduced time to market a product from two years to six months while improving business users’ satisfaction [45, 52, 56].

2:11 SOA Limitations and Challenges
SOA as a paradigm has a number of limitations but standard bodies such as OASIS (Organization for Advancement of Structured Information Standards), W3C (World Wide Consortium), WS-I (Web Services Interoperability Organization) are currently looking at Web Services standards with the intension of improving SOA.

There are a number of SOA challenges such as Security, Performance Requirements, Semantics and Governance;

a. Security: SOA is built on open standards such as XML, WSDL, SOAP, UDDI and these standards do not have security of their own. This makes services
and systems vulnerable to attacks. A number of authorities on SOA have stated [51, 68] top ten most critical Web Application Security Vulnerabilities were identified by Open Web Application Security Project (OWASP), the same security flaws were identified by SOA Software which are summarized below:

i. Lack of encryption: Messages on transit could be intercepted by the ‘man-in-the-middle’ if SOA is not secured.

ii. Denial of Service Attack: Unauthorized users could feed the service with unsolicited requests such that it denies other genuine users access to the service

iii. Lack of Logging feature: SOA has no logging facility, this makes it difficult to track whoever has used the service and where the request came from be in case there are breaches in security.

iv. Machine-to-Machine communication: One of the reasons for SOA is to automate processes and avoid human interactions, limiting human-to-machine communication. With this, it’s easier for an unauthorized user to enter SOA domain as compared to traditional architectures

v. Eavesdropping: SOA messages travel over the internet unlike traditional architectures that make use of private networks. SOA messages if unsecured are subject to “unwanted Listening”.

One of the main solutions to security is XML encryption and XML digital signing [27, 50, 67] but there are limitations as only IBM Web Services Toolkit and Microsoft .Net web services support SOAP messages digital signing and encryption though they support the same standards, they have different methods of implementation.
These toolkits from these two companies are not compatible with one another [67].

(b) Governance: Governance is an act of establishing policies, rules, and controls that stipulates how organizational assets are managed and utilized [38]. SOA Governance is concerned with establishing policies, controls and enforcement mechanism that contributes to the success of implementing SOA. SOA Governance will mark the difference between the success and failure of SOA.

In a recent research [76], most common failure of SOA projects in medium to large size enterprise were attributed to lack of working governance. SOA Governance has a lot to do with SOA management as it determines the roles of IT professionals, standards within the organization, ownership, allocation of resources and project delivery lifecycles. Negligence of these policies will definitely lead to SOA project failure [22]. Defining WS-Policy could pose a challenge where rendering too much could jeopardize the agility and the benefits of SOA [22, 37, 38]. Lack of SOA governance will lead to the following flaws [34, 76]:

I. A fragile and brittle SOA implementation
II. Siloed applications across enterprise, or similar services being provided by multiple applications
III. Services that cannot be reused easily because they are unknown to developers or because they were not designed with reuse in mind.
IV. Unpredictable performance of systems
V. Security breaches that cannot be easily traced
VI. Enterprise is unable to leverage new IT technologies or upgrade to meet new business processes
VII. IT is locked into vendor technology.
Hence a need to critically look into the issue of SOA governance as every other SOA issues could be managed by it [34].

(c) Lack of Understanding of Performance Requirements: When building web services, the performance environment has to be put into consideration. As mentioned in the SOA principles earlier, Services are subject to concurrent users as they grow. This call for an understanding of the performance requirements so as to build a service that responds promptly to response, if not we would have a web service that is non-responsive [22].

(d) Semantics: SOA tends to solve the problem of interoperability across diverse, distributed computing environment but there exist some semantic limitations or differences. This is because each services has a description of its functionalities and how it is to be invoked, a problem arises when developing services where it must correspond to the consumer’s operations and data structures, especially when the services use different data structures. This is where the Semantic layer of service-based infrastructure comes to play [50, 60, 78].

The semantic layer allows data to be described as concepts, relations and entities representing an abstraction of the real world. This would enable data to be well understood by service consumers and providers. Dealing with Semantics in SOA is a very difficult challenge; currently researches are being conducted to investigate more in this area.

The next chapter provides a review of the semantic web, its technologies, application areas, benefits and challenges.
3. The Semantic Web

In 1989, the World Wide Web idea was birthed by Tim Berners-Lee which comprises of documents (web pages), links to documents and a means of transferring documents over HTTP for information sharing. In 1992, he further established the World Wide Web Consortium (W3C) group to develop standards and further extends the web [17].

The web was primarily designed for display over the internet and to be read and understood by humans using HTML (Hypertext Mark-up Language); however, it was difficult for machines to interpret the meaning of the information published to the web. This posed a major limitation to the web as it was not possible to achieve interoperability and integration between systems as HTML is not sophisticated enough to present data in such a way that it is easily processed by machines.

With the introduction of the semantic web, information could be organised, processed and found based on meaning and not just text. The semantic web has the capability of bringing structure to the web and provides a well defined content which could be easily processed by machines, for example when searching for the word ‘SOAP’ in the context of Web technologies, the system can ignore references to bathing or washing soap and locate information based of Simple Object Access Protocol (SOAP) [17].

According to Tim Berners-Lee, “The Semantic Web is not a separate Web but an extension of the current one, in which information is given well-defined meaning, better enabling computers and people to work in cooperation ” [8]. This means that with the help of the semantic web, information could be merged based on relevance to one another thereby creating relationships between documents. This enables computers to reason and draw inference from existing knowledge to make decisions.
3.1 Resource Description Framework (RDF)

To enable the features of the semantic web, richer mark-up languages are being developed by the W3C, in conjunction with industrial partners and academic researchers to define specifications for the semantic web. Resource Description Framework (RDF) is one of the specifications of the semantic web; it is an XML based mark-up language based on knowledge modelling such that the model is comprised of a number of triplets.

The triplets are described as follows:

a. Subject: This is the resource (person, place or thing) that the statement describes. The resource is usually identified by a URI (Universal Resource Identifier)

b. Predicate: This describes the property (name, colour, shape) of the subject.

c. Object: The value (Mark, Orange, triangle) for the property of the subject.

An RDF triplet example – The Person (subject) has a name (predicate) Mark (object).

Each triplet entails a subject, predicate and object where each RDF triplets exist independently. With the structure of the RDF, it is possible for two systems to communicate and process XML data using different syntax but with the same concept of equivalence i.e. it could be inferred based on the specification that a “car” is an “automobile”. In other words, RDF helps to define a way in which knowledge could be represented and provides a way of using formal logic to generate new knowledge. The process of representing and synthesizing knowledge is called ontology [1] which will be discussed in the next section.

RDF triplets must have the following properties [1]:

a) Each RDF triple is comprises of subject, predicate and object.

b) Each RDF triple is a complete and unique fact.
c) Each RDF triple is a 3-tuple that the subject is either a uriref or a Bnode, the predicate is a uriref, and the object is a uriref, bnode, or literal.

d) Each RDF triple can be joined to other RDF triples, but still retains its own unique meaning, regardless of complexity.

3.2 Ontology

Imagine that a bucket of 10 litres capacity is filled up to 5 litres capacity. An individual could say that the bucket is half filled with water; another person could say the bucket is half-empty and others could say its half filled to its capacity. The idea here is that, there are different ways of representing knowledge, but knowledge could be represented in a general acceptable format. According to Davies et al [17], the term Knowledge Representation (KR) is a medium of human expression that models the world with respect to a particular domain, a problem; which allows for automatic reasoning and interpretation. KR models are built using ontologies; to provide semantic meanings to information to allow for machine processing. Ontology is an explicit and formal specification of a conceptualization of a domain of interest [30].

An ontology could also be described [17] using 4-tuple (C, R, I, A), where C is a class of concepts we wish to reason about in a specific domain (e.g. Book Selling domain) for example; title, author, publisher, prices. R is a set of Relations between those classes (Book hasAuthor author); I is a set of Instances, where each instance can be made up of one or more classes and can be linked to other instances by relations for example, BookA isFrom Publisher X; BookB hasPrice £43; and A is a set of axioms for example if a book has a price greater than £15, shipping is free.
Ontologies could be classified according to their intended purpose, generality of the conceptualization behind them and their coverage. Such classifications include:

a) Upper-Level ontologies: This is a general model of the world, having many application areas.

b) Domain ontologies: This is a model of a specific domain, for example law, medicine, air transportation.

c) Application and task ontologies: These are ontologies suitable for specific ranges of applications and tasks.

3.3 Web Ontology Language (OWL)

Several efforts have been made to develop a standard language for writing ontologies, languages such as Simple HTML Ontology Extensions (SHOE), DARPA Agent Markup Language, (DAML), DAML-ONT, Ontology Inference Layer (OIL), and DAML+ OIL. In 2003, a breakthrough finally came through the W3C (World Wide Web Consortium) in unifying disparate ontology efforts into a standardized ontology called the Web Ontology Language (OWL). OWL builds on the limitations of RDF as RDF is not capable enough to define the properties of properties and does not give sufficient conditions for class membership, now with OWL; additional vocabulary could be defined to facilitate greater machine readability of the Web [1a].

The OWL language has the capability of representing all the components of ontology namely; Concepts, Relations, Instances and Axioms [17].

The OWL comes in three different versions which are:

I. OWL Lite: This offers limited features but still sufficient to develop many applications.
II. OWL DL (Description Logic): This supports maximum expressiveness of the OWL language, also includes the full constructs of the OWL Full under certain restrictions.

III. OWL Full: This supports maximum expressiveness and syntactic freedom of RDF but with computational limitations.

With Semantic web technologies data could be described semantically thereby enhancing automation of processes, for example in web services where the functions and context of the web services are semantically described, this could enhance automatic discovery of the web services and then consumed by a web service client.

Although SOA uses the UDDI (Universal Discovery, Description and Integration), to store services published by providers (as described in the literature review) in a directory. To locate and bind such services, service requesters still have to use keyword-based search to find the relevant services [31, 61]. With the semantic web services, such service discoveries could be automated rather than using keyword-based search.

Semantics in web services could be classified into the following categories [4]:


II. Discovery Semantic: Semantic description of service capabilities to enhance service discovery.

III. Data Semantic: Semantic description of both inputs and outputs of the web service providing a relating mapping to existing ontologies.

IV. Execution Semantic: Semantic describing how the service may be verified and executed

V. Selection Semantic: Quality of Service (QoS) and other non-functional parameters associated with the service that may be used for selecting the particular service among other similar service.
Each of these semantic descriptions could be implemented using different approaches but for this project focus will be placed on the Discovery Semantic and every other discussion will be made in this regard.

To develop a fully fledged semantic web service, a well described mark up language easily understandable by computer must be used. A web service that is semantically described has the capability to perform the following tasks [1]:

1. **Dynamic Discovery:** A relevant web service should be discovered automatically by a program. Currently, the UDDI and WSDL do not have the capability of automatically discovering a web service because; (a) the challenge involved in locating the right UDDI to search for a web service, (b) the challenge of locating the most appropriate web service to search in the UDDI out of numerous web services registered [76]. Although the WSDL helps in service discovery but only on the syntactic level which is limited in performance. The semantic web service, enabled with its ontology has the capability to discover a web service based on the description of its properties and capabilities.

2. **Dynamic Invocation:** A semantic web service must be able to determine how to invoke/bind a service automatically.

3. **Composition:** A semantic web service should be able to select and combine multiple web services to accomplish a certain task.

4. **Monitoring:** A service agent has to be able to monitor the properties of a service while in operation.

With all the tasks mentioned above, the semantic web agent has many application areas in the industry. The next section discusses some applicable areas of the semantic web service.
3.4 Application Areas of the Semantic Web Service

The semantic web service has the promise of changing the way business services and information is being provided over the internet. Web services with semantic description have the potential of improving interoperability and integration of disparate IT infrastructures. The semantic web service is necessary as many companies face challenges of data integration and some organisations seek to improve their competitiveness by making real time data available to their clients automatically. This section aims to highlight some industrial applications of semantic web services such as the telecoms, banking, oil industries, search engines and digital libraries.

a) Telecoms Industry: One of the challenges being faced by the Telecommunications industry is lack of automation and integrated support systems which have resulted into poor customer service and ‘siloes’ business processes. As a result of increase in market demands between their partners, it becomes necessary for the telecoms industry to expose their processes and business interfaces to enable their partners to integrate their systems with them. For example, the British Telecommunications (BT) Call Centres were established as a platform to allow companies to communicate with their customers, due to increased customer base, so much is being spent to improve customer service. With the semantic web services, the call centres could be exposed as semantic web services where customers through the semantic web agents could locate relevant information for their needs. This would improve customer service and save operational cost [19].

b) Banking Industry: e-Banking solutions could be built using semantic web technologies. The e-banking solutions will support mortgage applications and stock-brokering, especially in the area of on-line loan applications. For example, a user could enter the following parameters to the e-mortgage semantic agent, ‘find an unsecured loan of £10,000 within the United
Kingdom, payable over a period of 5 years. The semantic would then bring as output the relevant loan services [19].

c) Oil Industry: As data is the epicentre of modern day business, having the ability to control the flow of information across businesses and partners is very essential. With semantic web technologies, oil companies could integrate their business processes and modern oil monitoring technologies with their business partners’ supply chain automated systems. This will help make data such as oil tanks temperatures, fluid composition, pump performance, status enquires/deliveries, daily deliveries etc. available and accessible automatically in real time to business partners across heterogeneous platforms [33].

d) Search Engines: Google and Yahoo! search engines have become household names, as almost all users of the internet have made search using Google or Yahoo! search engines. However, the effectiveness of search engines could be optimized with semantic search capabilities as searches are not based on keywords only but on concepts and logical relationships. With semantic web technologies, search engines could be composed to have a better understanding of search requests [14].

e) Digital Libraries: Digital Libraries have been able to offer access to books, journals, articles, conference papers to users. This has reduced human effort in search of physical libraries for books and journals. Also, academic research has been made much easier through digital libraries. To achieve the full benefits of digital libraries, many libraries share their databases to allow for a resourceful share of information. However, interoperability challenge occurs due to different user interfaces, different schema types, heterogeneous data sets etc. With semantic web services, this challenge could be solved by introducing semantic information access to improve ways to search for and browse for information [17].
3.5 Benefits and Challenges

Traditional web services are described using XML based technologies such as WSDL and UDDI, but semantically enabled web services are described using ontologies which improves web service discovery. Rather than using keyword based search, the semantic web allows search results to provide detailed information about its context such as attributes, elements and relationship with other information. Enhanced service discovery could also be easily understood and applied; leading to reduced effort in creating repeated services to perform the same function. On the other hand, XML based web services are numerous and there are possibilities that some services could be performing the same function simply because there are no rich descriptions of such services [17].

Semantically described services will allow a specific searchable knowledge base to be easily accessible for developers. This would enhance more directed query to determine the history or destination of a particular data as well as give complex query to be executed on disparate platforms. For example, if a search query is executed to find the number of students in a particular postcode. In this situation, there could be multiple data bases containing the results of this query, hence it is difficult for a manual kind of query to find such result. With a unifying ontology, the semantic web could access the information and retrieve the data for the requirements [17].

The core activities of the semantic web are based on ontologies which define the meaning of words and concepts. Due to lack of ontologies, it is difficult to create semantic web content. This has been a major challenge in the development of the semantic web; there is a need for a central ontology to be used by all domains to enable easy mappings between ontologies across different domains. Ontology process development activities such as ontology alignment and mapping; ontology integration, ontology translations and re-engineering tools are still at their infant
stage. Such processes need to be given methodological and technological support to allow the semantic web to come to maturity [1, 17].

Another challenge hindering the development of the semantic web services is the availability of tools to support semantic annotation of web content. Presently, the available tools only annotate static pages while very few address dynamic web documents. Also, most of the tools are still being developed, so they are error prone. Currently, researchers and developers are working on semantic web tools to aid and simplify the development of semantic web content.

Security is an important requirement in building commercial applications, hence needs to be considered when build semantic web applications. It is very essential to proof and trust the other party requesting to consume a particular service. Digital Signatures and Encryption could play an active role in ensuring Proof and Trust but at the moment, they are yet to be integrated into the inference engines of the Semantic Web [17].

This Chapter has been able to describe the semantic web services; combining web services technologies with the semantic web. Also, the real world application areas were discussed as well as the benefits and limitations. The following chapter proceeds to describe the project methodology, the aims and objectives of the project, the implementation, testing and results.
4. Project Methodology

4.1 Overview

Much has been published about the success of Service Oriented Architecture (SOA) implementation especially in the area of the integration of complex systems and automation of processes [20]. SOA has been proclaimed to be a technology that offers a complete solution to interoperability issues as if there are no limitations or challenges. In the past, the same was said about CORBA (as described in the literature review) but CORBA had implementation issues.

Numerous SOA implementations have also resulted in varying degrees of disappointment [20, 60]. Many companies are beginning to realize that SOA is more complex than expected. Some questions come to mind like; can we be so sure that SOA will be a lasting technology as is being proclaimed at the moment? Does SOA implementation actually deliver the promised features? For example, there are some interoperability issues within the SOA framework such as data mismatch in structure and meaning within a complex communication pattern [31]. Although, XML Schema was designed to solve mismatch problems on the syntactical and structural level (which can be handled by the traditional web service), on the semantic level it is normally done by on a case-by-case level according to Haller [31], hence, the need to introduce the semantic layer.

SOA needs to be augmented with semantic web services to allow for automated service discovery and integration but the question remains, does the semantic web services actually solves the interoperability challenge within the SOA framework or should we expect another technology? If the semantic web service is the solution, does it not make the whole SOA infrastructure really complex and difficult to maintain?
These thoughts are the motivation behind the research question: Is the introduction of the semantic layer to the SOA infrastructure of any benefit at all?

4.2 The aims of the Project

The purpose of the project is to demonstrate and investigate how the interoperability challenge in the service discovery of the SOA infrastructure could be solved by introducing the semantic layer. The approach to this research is to develop two web services; a traditional web service and a semantic web service. There are five (5) categories of semantics in web services (as discussed in the chapter 3) but for the aim of this project, focus shall be on discovery semantics.

Also, discovery of service shall be based on simple semantic description of services and will not consider description logics involved in service discovery [14]. Other complexities such as abbreviations, spellings, punctuations like colon will not be considered as well.

The aims are:

- Investigate and demonstrate the limitations of dynamic binding of services in an SOA infrastructure
- Investigate how the dynamic binding of services could be enhanced by introducing the semantic layer to the SOA infrastructure.
- Investigate the possible challenges that could arise from the inclusion of the semantic layer into the SOA infrastructure
- Evaluate and compare the performance of the SOA infrastructure and the Semantic SOA infrastructure.

The SOA infrastructure uses the UDDI, where services are stored and to be discovered based on their description. This is done manually by using a human-
readable description which can only be discovered by searching using keywords since a computer cannot understand the description of the service [14, 20]. Hence dynamic binding is limited. This will be demonstrated by building a XML based web services.

With the inclusion of a Semantic layer, it is expected that the binding is done automatically as searches are based on ontological concepts rather than keywords, which is more understandable by computer. This will enable service requesters to discover the most relevant services quicker [20, 69]. This will be investigated and demonstrated by developing a semantic web service client.

There are many technologies involved in the development of a semantic web service such as Web Service Modelling Ontology (WSMO), Web Service Modelling Language (WSML) and Web Service Execution Environment (WSMX), Web Ontology Language for Services Editor (OWL-S Editor) coupled with the web service technologies (SOAP and WSDL). All of these are standards provided by the OASIS (Organization for the Advancement of Structured Information Standards) which could be sourced from their website [53].

Lastly, the two Web Services will be evaluated and compared based on some properties such as the speed of the web services, complexities, automated service discovery, semantic interpretation of search criteria etc.

This study will not involve other issues like XML schema validation, Web services security and variation in the tools such as Microsoft .Net, Java tool kit and others used in developing web services. The study is limited to evaluating the benefit of the semantic layer in SOA infrastructure.
4.3 Implementation:

4.3.1 Traditional Web Service:

There are several tools for building traditional web services such as PHP, Perl, Cold Fusion, Microsoft .Net and J2EE [1], but for this project the web services will be implemented using Microsoft Visual Studio C# because it is a more familiar tool and has a better user design interface. The traditional web service will involve two approaches to investigate the mechanism behind web services technology.

a) The first approach will involve developing a web service client called BricoBooks Service using Microsoft Visual Studio C# that will consume the Amazon’s E-commerce web services. Then create a proxy application which is created from the Amazon’s WSDL document of the web service. Through the proxy application the web service client (BricoBooks Service) will communicate with the Amazon’s web service to consume it and retrieve some data based on the search parameters, specifically title of books. The proxy serves as an interface between the BricoBooks Service and Amazon’s web services.

Since the BricoBooks service will be consuming Amazon’s web service, it would require Amazon’s web services key ID which could be acquired by signing up for as a member of Amazon’s web services [5].

On completion of the web service application and the proxy file, the proxy file should be able to convert the C# data types into XML, and then send them as SOAP messages to the Amazon’s web server. After the data is retrieved from the web service, it is sent back as SOAP messages back to the proxy file, then the proxy file converts it back to raw data and it is displayed on the browser.
Amazon’s WSDL document could be found at [6], since the WSDL could be easily accessed, it does require searching through a UDDI.

b) The second approach will employ the use of Amazon’s E-Commerce web services C# based API to develop a web service client that connects to Amazon’s web services to retrieve data and displays the result on the console. The API will allow access to data on any items sold at Amazon to be queried depending on the access key ID. The API uses the Amazon’s WSDL as its web reference to create a proxy file. This approach uses the same principle as the first approach only that it’s a more functional application. The purpose of the two approaches is to further investigate the workings of web services.

4.3.2 The Semantic Web Service

The Semantic Web Service will be implemented using OWL-S Editor. OWL-S Editor is an ontology based mark-up language for describing the features and capabilities of web services such that computers can intelligently interact with data based on inference. The OWL-S Editor was developed by the Web-Ontology Working Group at the World Wide Web Consortium [65].

Other implementation tools for semantic web services are available such as JENA INFRAWEBS SWS, WSMO Studio, ODE SWS but OWL-S Editor will be used because it has more features, is more user friendly and there are developer discussion groups which could help in the research project. Another feature of the OWL-S Editor is that it hides the developer from the complexities of the semantic web service. OWL-S Editor enables a service description to be done in four models namely:

a. The Process Model

b. The Profile Description
c. The Grounding

d. The Service

These models will be described in chapter six on OWL-S Editor tool description.

Since OWL-S Editor is a plug-in to protégé, protégé will be installed and configured, then add OWL-S Editor to it as a plug-in.

The OWL-S Editor will be used to develop a semantically annotated dictionary service. The service is intended to consume a dictionary web service from MindSwap web server. This will require that the profile, process and grounding descriptions be made, stating the input, output, conditional parameters and then map the service unto the WSDL document of the dictionary service located at [46].

To further investigate the semantic web service, the web service composer tool will be used to implement a temperature conversion service. The service is expected to convert a Celsius parameter to Fahrenheit.

4.4 Testing:
The testing phase will be done by testing the two web services on the personal computer using the development tools since they have interfaces for testing applications; Microsoft C# for the traditional Web Services, OWL-S Editor for the dictionary services and web service composer for the temperature conversion service. The C# web service client will be executed to consume the Amazon’s web service while the semantic web service clients will be executed to consume Mindswap’s dictionary service and temperature conversion service to consume developersday.com temperature service. The features of the two web services will be evaluated and discussed.
4.5 Results and Discussion:

On completion of the implementation and testing, the results shall be evaluated and discussed. The results will be evaluated against the following criteria:

**Dynamic Discovery and Invocation:** if for example, the name of the book is specified, the semantic web should be able to locate the book, connect to another web service that will provide description of the book and connect to another web service to provide the book price; all of these are dependent on the semantic description of the web service. On the other hand, the traditional web service will involve human intervention to connect to the other web services.

**Semantic Description:** If for example, the semantic web is able to separate between two web services that look the same but are really not the same e.g books that have similar titles like; SOAP is good. SOAP is good could mean bathing soap is good or Simple Object Access Protocol (SOAP) is good. If the semantic web is able to handle these differences, then the desired aims are accomplished.

Also, to be discussed are the challenges faced in the process and measures taken to overcome the challenges where possible and reasons if otherwise.

Other sections to be discussed are how the project could be executed in a real-life scenario and potential challenges of implementing the semantic Web Services.
5. Practical Investigation – Online Book Service

This chapter describes how the traditional web service was implemented but first of all gives a description of two available approaches of sending requests to a web service provider namely; SOAP and REST. Then goes ahead to describe the Web Service Provider namely: Amazon’s Web Services and then a description on how the web service client – BricoBooks was developed.

To develop the web service client, there are two models in accessing web services namely; SOAP (Simple Object Access Protocol) and REST (REpresentational State Transfer).

REpresentational state transfer (REST) is intended to evoke an image of how a well-designed web application behaves: a network of web pages (a virtual state machine), where the user progresses through an application by selecting links (state transitions), resulting in the next page (representing the next state of the application) being transferred to the user and rendered for their use [25].

REST could be seen as a resource represented in different states through the selection of several links. A resource could be a document, an image, service (e.g. weather in Bournemouth) or a non-virtual object (a person). Each of these resources needs to be identified in order to be accessed using a standard syntax called Universal Resource Identifier (URI) to locate a resource on the web.

The URI of a particular resource is represented in states, in other words, as a user moves from one URI to another, there is a state transition (transfer) being presented to the user for their consumption.

REST architecture makes use of some sets of verbs (e.g., the GET, POST, and DELETE) to act on URIs to retrieve the content of a URL (Universal Resource Locator) that is specified. The output of the data retrieved is in XML format.
Whenever a URL is entered into a browser, HTTP GET is being put to work to get some response [2]. For example the Amazon E-Commerce Service (Amazon ECS) could be accessed using REST by entering the following link on the browser:


This triggers the browser to perform an HTTP GET operation and retrieves the content of the URL by entering the search parameters as part of the URL; the result is a XML data containing all books written by Tom Clancy, published by Putnam and titled Rainbow as shown in the figure below:

Figure 4: The search result of a REST request from a web service [5].

Using SOAP messaging protocol, the same result would be retrieved except that a SOAP message which contains the search parameters has to be sent to the WSDL
document to retrieve the desired data. The location of the Amazon.com E-Commerce web service description (WSDL) can be located at [6].

For the purpose of this research project, the online Book service - BricoBooks is the service consumer while the service provider is Amazon.com. The SOAP/HTTP model would be adopted for creating the web service client.

The next section will provide a description of the Amazon’s web services since its going to be the service provider for BricoBooks Service.

5.1 Amazon Web Service

Amazon.com is growing to become one of the leaders in the industry of Software as a Service (SAAS) and robust web services development. Amazon Web Service is a fast growing and strategic division of amazon.com. Amazon has invested time, money and technical resources in building a world class web-scale computing platform. Over $ 2 billion and time scale of 11 years has been invested in building the Amazon’s web service infrastructure [5].

Amazon Web Service (AWS) provides developers and businesses to build reliable and inexpensive web applications on its platform, enabling business managers to invest their energy on other business issues rather than infrastructure and technical issues.

Amazon Web Service was launched in July 2002 as a result of the high demand of Amazon’s data by their customers. Over time the Web Services have evolved to become a huge platform for e-commerce applications [5].

To access the Amazon Web Services, users must create a web services account which automatically generates an Access Key ID and Secret Access Key. This enables them to identify users when they make transactions as well as make payments to users who subscribe to become Amazon’s Web Services Associate.
There are a number of categories of web services provided by Amazon [5]; but this project will focus on Amazon E-Commerce Service (Amazon ECS) because it’s the service that exposes Amazon’s products data and functionality which could be deployed by developers to build their applications.

5.2 The Online Book Service – C# Web Service Client

In the course of developing the web service client to the Amazon’s E-Commerce Service, the Microsoft .Net framework was explored to understand the mechanism behind the creation of a web service using C#. The .Net web service hides developers from the task of having to create the WSDL and SOAP files; instead these files are generated automatically. C# uses the WebMethod attribute to expose the function to be consumed as a web service, when the web service application is compiled a WSDL file is generated which specifies how the web service would be interacted with. A client application finds the web service WSDL from the UDDI and is added as a web reference on the Visual Studio.Net project.

A proxy class is generated after the WSDL document is added as a web reference. The purpose of the proxy class is to convert the user input parameters of the web service client to a SOAP message and sends it to the web service. The web service returns the data in form of SOAP messages as well and is received by the proxy class, and then the client application displays the data retrieved.

This is illustrated from the diagram below:
On the account of Amazon Ecommerce Web Services, two web services client were developed to consume the web services.

1. The first application made use of APIs (Application Programming Interfaces) provided by Amazon to access their web services. With the API, the web service client was built having the capacity to consume Amazon Ecommerce Web Service based on the search parameters and the author’s personal AWSAccess Key ID (Amazon Web Services Access Key ID).

For example, if the search index was ‘Books’ and the request keyword was ‘Developing Semantic web Services’. The retrieved data would include the attributes
of the item searched such as the authors of the book, the title, the publisher and the manufacturer. The result of this application is displayed on the console.

2. The second web service client application was developed from the scratch to further understand the mechanism behind the workings of web services. This
application was specifically designed to retrieve information (such as Book title and Editions based on the input parameters) on books from the Amazon’s web services. On the application code, the SearchIndex specifies which catalogue will be searched from the Amazon’s web services. There are many catalogues such as Books, DVD, Cloths, Electronics etc but for the application, ‘Books’ was used. The power attribute is Amazon’s power search syntax which allows for in-depth searching of items. In this case, the power syntax was set to ‘title’.

The ResponseGroup attribute allows the search to retrieve only the data relevant to the request; this was set to ‘small’ in the application. Amazon has a number of ResponseGroup.

The SalesRank attribute allows the search output to be based Amazon’s ranking of the item; that is the most popular item will be displayed first. This is shown on the figure below:

![Figure 8: The code interface of the web service client.](image-url)
The two web services clients successfully consumed Amazon’s web services using standard technologies.

The next chapter takes a look the semantic web services, the tools and the development while chapter seven will concentrate on the evaluation between the traditional web service and the semantic web service.
6. Practical Investigation - The Semantic Web Services

6.1 A Decision – OWL-S or WSMO

The Semantic Web Services (SWS) is required to enable automated web service discovery, composition and execution as a result of rich semantic description of data which allows machines to process the data with little or no human intervention [17].

In order to provide the basis for Semantic Web Services, an established framework needs to be provided to ease development and execution of such services. There are two models developed to realise the aims of the semantic web services which are: Web Services Modelling Ontology (WSMO) and Ontology Web Language for Services (OWL-S). The WSMO model [23] is a product of the European Semantic Systems Initiative (ESSI) working group with the aim of standardizing a unifying framework for European research projects on semantic web services area [24]. Several tools have been developed to realize these conceptual models, for example; the Web Services Execution Environment (WSMX), Web Services Modelling Language (WSML), Web Services Modelling Toolkit (WSMT) all work together to make up the WSMO.

The figure below describes the WSMX Architecture
The WSMX architecture provides descriptions of the external interfaces and the behaviours of all the components and for the system as a whole. This allows the system’s overall functionality to be separated from the implementation of particular components. The WSMX accepts WSML messages as inputs and returns the results as WSML outputs. The role of the Adapter framework is to transform between a particular representation to WSML messages and vice versa [17].

6.1.1 OWL-S

OWL-S is a part of DARPA Agent Mark-up Language (DAML), is an OWL-based Web Service Ontology which allows services to be described using OWL. OWL-S model tools such as OWL-S Editor, OWL-S Virtual Machine, OWL-S IDE, OWL-S Matchmaker, WSDL2OWL-S Converter, OWL-S2UDDI Converter, Web Service Composer, Semantic Web Author, SMORE – Semantic Mark-up, Ontology and RDF Editor have been developed to work individually and complimentarily to realise the OWL-S model.

The OWL-S ontology has four interrelated sub-ontologies such as profile, process model, grounding and service.
The profile provides a general description of the web service for the purpose of advertising, constructing service request and service discovery. The profile details both functional properties (such as the inputs, outputs, preconditions and results) and non-functional properties (service name, text, service category, service parameters etc.)

The process model describes how the service works to enable invocation, composition, monitoring and recovery. This description details the inputs, outputs (including a specification of the condition under which various outputs will occur), preconditions and results. The process model comprises of the atomic, simple and composite processes

The grounding specifies how the service is invoked. OWL-S uses WSDL grounding to map between any web service and semantic web services.

The service model binds the other parts together to form a service that could be published and executed. The relationship between service components are designed using properties such as presents (service-to-Profile), describedBy (Service-to-Process Model), and supports (Service-to-Grounding) [65]. This is illustrated in figure 10:

Figure 10: The components of the OWL-S model [1].
6.1.2 Comparison between WSMX and OWL-S Tools

This section describes the comparison between WSMO and OWL-S based on certain perspectives [65]:

<table>
<thead>
<tr>
<th>Perspective</th>
<th>OWL-S Tools</th>
<th>WSMX</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reference Implementation</td>
<td>Reference to OWL-S</td>
<td>Reference to WSMO</td>
</tr>
<tr>
<td>Mediation</td>
<td>No support for mediation but based on rich description of the process and WSDL mapping could replace mediation</td>
<td>Provides tool for mediation</td>
</tr>
<tr>
<td>Data Storage</td>
<td>OWL-S makes use of UDDI and/or RDF Repositories which makes it simple to manage.</td>
<td>Data Storage is supported to store both at runtime and design time entities like ontologies, web service descriptions, component APIs, e.t.c</td>
</tr>
<tr>
<td>Service Discovery</td>
<td>OWL-S matchmaker discovery is based on computer syntactical and semantic descriptions in terms of namespace, word frequency, ontology, ontology consumption and constrain matching, AI techniques and information retrieval</td>
<td>Discovery is based on simple description and keyword search while full support for semantic description is yet to be implemented</td>
</tr>
<tr>
<td>Grounding</td>
<td>Tools are available for grounding. The</td>
<td>Grounding is only on the conceptual stage. Not yet</td>
</tr>
</tbody>
</table>
WSDL2OWL-S tool maps from WSDL to OWL. Also the OWL-S2UDDI maps and publishes OWL-S descriptions to UDDI registry.

### End User Support Tools
Tools are available to end users for support such as to create, validate and visualize OWL-S descriptions.

### Support APIs
Programmable APIs are available such as OWL-S API to create, read and execute service descriptions.

### Security
Does not exist

### General Complexity
Less complex than WSMX

### Plug-in
Exist as a plug-in to Protege

| Tool such as WSMT (Web Services Modelling Toolkit) is available |
| WSMO4J API is available to read, write, execute WSMO elements |
| Exist as a plug-in to Eclipse |

### Table 1: Comparison between OWL-S execution and WSMX execution environments [65].

### 6.2 Modification to Methodology
The original intension of this project was to use WSMO Studio to implement the semantic web service but in the course of this research, it was discovered that WSMO Studio is WSML (Web Services Modelling Language) based [17, 65]. While
the project intends to implement an OWL-S based semantic description of service. More so, the semantic web client is intended to consume Amazon’s web services which would require that Amazon’s WSDL be grounded into the semantic web service. WSMO studio lacks WSDL grounding which makes it difficult to establish grounding between the semantic web service and Amazon’s web services [65]. Lastly, WSMO Studio has a complex architecture which could be difficult to implement within the time frame of the project, hence a need to consider the option of using another tool – OWL-S Editor.

6.3 OWL-S Editor Tool - Description

OWL-S Editor was developed as open source software at Semwebcentral [57], designed to work as a plug-in to Protégé OWL software developed by Standford Medical Informatics [62]. The tool is configured as a tab widget plug-in for protégé. The tab provides interfaces for editing the 4 main sub-ontologies of OWL-S namely; Service, Profile, Process, Grounding.

6.3.1 Installation of OWL-S Editor

Before installing OWL-S plug-in, the following requirements were put in place:

i. Installed Java Virtual Machine

ii. Protégé 3.3.1 was installed. The files are available from [62].

iii. OWL plug-in was downloaded [57] and extracted to the plug-in directory of Protégé i.e. C\program files\protege3.3.1\plug-ins.

iv. GraphViz was downloaded from [28] and installed. This enables the process models to be displayed in graphical form. GraphViz is optional; OWL-S Editor could work without it.
6.3.2 Features of OWL-S Editor

Input/output/Precondition/Result (IOPR) Manager: OWL-S Editor has a tab for monitoring consistency between the input, output, preconditions and results of the service description. The IOPR manager shows the IOPR relationships between all the sub-ontologies – process, profile, and the WSDL grounding. For instance, if an output parameter exists in the profile ontology and does not exist in the corresponding process, this will generate an error. The IOPR manager checks all these complexities.

WSDL Support: The WSDL2OWL tool developed at Mindswap is integrated into the OWL-S editor. This enables OWL-S Editor to load WSDL files and then generate OWL-S service with the necessary profile, process and grounding descriptions.

Graphical Editing: This helps in structuring composite processes with all the control constructs such as sequence, split, If-Then-Else e.t.c. describing the control flow of the processes.

6.4 Implementing OWL-S based Web Service

In order to demonstrate the OWL-S based web service, two semantic web services were implemented. The first service was implemented using OWL-S Editor - a dictionary service while the second was implemented using Web Service Composer tool – a temperature converter service.

1. The semantic dictionary web service was implemented using the WSDL2OWL function of the OWL-S Editor to generate owl files from a dictionary service WSDL document located at [46].
Figure 11: Dictionary service WSDL document [46].

The file getMeaning.owl were generated with their corresponding descriptions - getMeaningProfile, process - getMeaningProcess, grounding - getMeaningGrounding and service – getMeaningService as shown below. Further descriptions could be made by clicking on each descriptions (see figure 12), then a dialogue window opens to allow for more descriptions.
When the getMeaningService is executed, the input parameter is entered which could be any dictionary word (subject to availability of the word on the dictionary database server at Mindswap.org), then the service connects to the Mindswap.org server based on the WSDL grounding to retrieve the data: the meaning of the word entered as input parameter. The source code for the getMeaningService is located at (Appendix F).

2. The temperature web service was implemented using Web Service composer tool developed by Ervin Sirin of Mindswap.org available at [47]. This tool has already built in services that could be implemented. The temperature conversion service converts from Fahrenheit to Celsius.
Figure 13: Web Service Composer tool executing the temperature conversion service.

The WSDL document is found at [74].

These two semantic web services were executed successfully to demonstrate the capabilities of the semantic web services technology.

Web Services have been used as systems to communicate and exchange data over the network irrespective of the platforms and this has been demonstrated through both applications implemented in the course of this project. The C# web service client was able to retrieve data from Amazon’s Web server without bothering about the kind of web server whether UNIX based, Microsoft Operating System based or the kind of data base system used in developing the data base. Also, the semantic web service was able to retrieve the meaning of a word entered as input parameter from the Mindswap web server never minding the platform of the server.

Whilst, the two services seem similar, there are differences between them in terms of service description, service invocation and capabilities of the tools and technologies.

This section will evaluate the two services under the following criteria:

A. Service Description based on the capabilities of the two technologies

B. Service Invocation based on the capabilities of the two technologies

Service Description: The semantic web service technology is rich enough to describe the service to ease automatic discovery, invocation, composition and interoperation. With the OWL-S based semantic web service, the profile ontology gives a description of service in such a way that it enhances advertisement of the service and describes what the service does. The process ontology describes how the service is invoked, it also describes the inputs and the outputs parameters which help to streamline the kind of service it will consume. For example, a search for ‘SOAP’ (organic soap) would require that the input and output parameters are described in such a way that when the service is executed, results on bathing soap would be retrieved and would not be mixed with SOAP protocol. The description of the inputs and outputs enables automation of web service invocation.
The grounding description specifies the WSDL input message URI and output message URI. This helps to specify the attribute of the item to retrieve, hence making a more direct request.

With the experience on OWL-S Editor, it has been investigated that these descriptions could be made, the only short coming was that, it couldn’t be implemented because while the Amazon’s WSDL was converted to OWL-S file (using WSDL2OWL feature of the OWL-S Editor), it needed some more hard coding because of the complex nature of the WSDL.

Secondly, the input parameters required Amazon’s Web Services Subscription ID (apart from the Access Key ID) and MarketplaceDomain which could only be acquired on commercial basis as well as a real e-commerce website [5]. This is shown in the figure:

![Figure 14: Input interface of the ItemSearch.owl service.](image)

However, the principle of operation was well understood and would be a good place to extend this work.
The dictionary service was successfully implemented having fully described the Service, Profile, Process and Grounding ontologies as; getMeaningService, getMeaningProfile, getMeaningProcess and getmeaningGrounding (see figure 15 and 16).

Figure 15: Input interface of the dictionary service – getMeaning.owl service.
Figure 16: The meaning of the word ‘Friend’ fetched successfully.

Figure 16 shows the output of the dictionary service when the input parameter was fed with the word ‘Friend’. The service was able to retrieve the meaning from the web service as output.

On the other hand, the C# web service technology is limited in providing support in service description. Hence, does not have the capacity to make more direct request. This was demonstrated using ‘SOAP’ as the keyword search request. The response was a mixture of SOAP technology and organic soap. This is shown in figure 17:
Figure 17: Output of the search keyword ‘SOAP’ using the web service client application.
Service Invocation: Due to the rich description of services in the semantic web technology, services could be invoked automatically. The composite process ontology describes how different atomic processes (where each atomic process could be an individual web service) are composed together using control constructs such as sequence, if-then-else etc; this determines the ordering and conditional execution of processes in the composition. The bulk of the automatic service invocation lies on the service process and grounding ontology. The process ontology also has preconditions which specify what must be true in order for an agent to execute a service. For example, a composite process could be – Buying a book which comprises of three atomic processes such as; locate book, payment method and delivery details.
So when the service, BookPurchase is executed, each atomic process is executed automatically. As earlier mentioned, the service could not be executed due to the limitations described earlier but it is clear that OWL-S Editor could enable these descriptions and allow automatic service invocation.

The web service composer tool was used to execute the temperature conversion web service. The service consumes the service of developersday.com (see figure 19).

![Web Service Composer tool executing the temperature conversion service.](image)

Figure 19: Web Service Composer tool executing the temperature conversion service.

The tool also shows different atomic processes forming a composite process. It could be used to generate a workflow of web services where the inputs are entered manually and executed to generate an output. For example, a CVS Pharmacy Locator Service would allow a user to state the illness symptoms; enter his/her zip and state code. Then the Web Service will find a medicine suitable for the symptoms and locate the nearest pharmacy where the medicine is available. This is shown in the figure below:
Figure 20: Web Service Composer tool demonstrating composite process of a CVS Pharmacy Locator Service.

However, the C# web service do not have the capability to carry out automatic service invocation, as human intervention is involved in each of the processes like, locating the book, method of payment and delivery details.

7.2 Limitations of the Semantic Web Service

The major challenge in implementing the semantic web services is the availability of working ontologies that could be used as examples; this made it really difficult to test the effectiveness of the OWL-S Editor. Most of the available OWL-S descriptions did not execute successfully when loaded into the OWL-S Editor. A good example was the CVS Pharmacy Locator Service; the execution was not successful, due to non-existence of real data. This agrees to what was discussed in the literature review; lack of ontologies for specific domains. In order to get the CVS Pharmacy Locator
Service working, it must be mapped unto central pharmacy ontology to allow for intelligent reasoning.

Another limitation was due to the ‘skeletal’ ontologies generated after importing WSDL files to OWL-S Editor; while executing the service ontology, errors were generated because the ontologies needed further descriptions (coding) which could be very difficult [1].

The OWL-S Editor is relatively new and still needs some further developments, although the tool has features; when fully developed it will be helpful in developing sophisticated semantic web services.

One of the reasons why OWL-S Editor is not yet embraced as a standard tool is because of its instability, as changes are being made to improve the tool. For example, the change from DAML-S 0.9 to OWL-S 1.0, OWL-S 1.0 to OWL-S 1.1. It is expected that, by the time OWL-S Editor matures, it will have the capability to realize the potentials of the semantic web services.
8. Conclusion

The motivation behind this research was to investigate the benefit of the semantic layer in the SOA infrastructure, hence it is necessary to review the aims of the research project and see if they have been addressed. The overall goal was to demonstrate and investigate how the interoperability challenge in the service discovery of the SOA infrastructure could be solved by introducing the semantic layer. The first objective was to investigate if the interoperability challenge actually exists. This objective was achieved by examining the limitations of XML based web service standards such as SOAP, WSDL and UDDI.

For true interoperability to be achieved there has to be automatic web service execution which involves an agent that automatically executes a discovered web service based on the semantic description of the web service. XML based web services do not have the required mark-up language capability that is rich enough to tell the agent the required input, the expected output and how the service would be executed automatically.

Another measure for true interoperability is automatic web service composition; this entails the automatic mapping and composition of an appropriate web service to perform a specific task. This information required to perform this task is described in the web service.

Currently, XML web services standards is not rich enough to give these descriptions, this was well backed up with literatures as well as demonstrated by implementing an XML web service using Microsoft C#. It is therefore fair to say, that this objective was accomplished.

The second objective was to investigate how automatic service composition and execution is enhanced by the semantic web service. This was accomplished by
exploring the OWL-S Editor tool and its capabilities. It was discovered that, the tool has features that could enable a well described service using its service profile, service process and service grounding sections to describe a service and how the service could be automatically invoked. This was well investigated and it was found that, it was difficult to develop a multi-stage web service to demonstrate automatic service composition.

The third aim was to find out the possible challenge that could arise from the inclusion of the semantic layer into the SOA infrastructure. With Semantic SOA, web services are described in terms of: what kind of service it is; the kind of inputs it requires; the outputs it provides; the pre-conditions; the post-conditions and the data it consumes and provides. All these descriptions are made using ontologies, therefore it is right to say that the relationship between web services and ontologies is the ‘backbone’ of semantic web services.

However, in the course of the research, it was discovered that there are very few ontologies and limited networked ontologies which is a challenge in realizing the expectations of the semantic web service; as more ontologies in different domains have to be developed and well mapped. Even if web services are semantically annotated, and there are no corresponding ontologies to relate with, the services will not execute successfully – that was the case with most of the semantic web services that tested failed during the research. This aim was well addressed.

The last aim was to evaluate and compare the performance of the SOA infrastructure and the Semantic SOA infrastructure. This was achieved by comparing the two web services using service description and automatic service invocation as criteria. With the aid of the tools: OWL-S Editor and web service composer, web services could be well described to aid automatic service discovery and invocation. The capabilities of the tools were explored and confirmed true that they could handle such descriptions. The key to the success of the semantic web services lies on the tools,
although the tools are still in their developmental stage but when fully developed, the benefits of the semantic web services will be realised. On the other hand, the traditional web service (which was used to demonstrate the capabilities of the SOA infrastructure) is not technologically empowered to make semantic description of elements and attributes within the SOA infrastructure; this was demonstrated by executing a search on ‘SOAP’ with the intension of finding results on organic SOAP, meanwhile the output was a mixture of SOAP technology and organic SOAP. This aim was accomplished.

8.1 Personal Reflection

The two web services; the traditional and the semantic web service were developed to investigate the limitations of the traditional XML web service and the benefits of the semantic web service over the traditional web service. This was done to find out if what has been written in literatures about them is actually true. The applications helped to further understand the technologies behind the two frameworks. At first, a miniature XML C# web service was developed with a SQL database to find out more about the technology before the actual web service client (BricoBooks) was developed to consume the Amazon’s web services.

The implementation of the semantic web service was a major challenge because there are no clear instructions as to which tool is best for the development. The first approach was to explore WSMO studio; it was installed as a plug-in to eclipse but it was later realised that WSMO model was complex because of a high learning curve. OWL-S Editor was found to be a better tool and more straight forward, although there were doubts about the efficiency of the tool because it was hard to find working examples of semantic web service to test the tool. More so, up till the point of concluding this work, there was only one tutorial available for OWL-S Editor and
the examples that were used in the tutorials were not real examples, so it was hard to test if the tool was suitable or not.

However, despite the challenges faced in the implementations, the OWL-S tool was found to possess all the features (described in literatures) to semantically describe a web service and would be recommended for semantic web service deployment when the tool is fully developed. The only limitation would be availability of relevant ontologies as mentioned earlier.

With regard to the overall aim, this paper has been able to explore the answer to the research question - Is the introduction of the semantic layer to the SOA infrastructure of any benefit at all? The author now believes that it is worth introducing the semantic layer into the SOA infrastructure, although there are evident challenges which are common to every evolving technology but with time and efforts being currently invested by researchers and developers, the benefits of the Semantic SOA will be realised.

8.2 Further Work

There are areas for further implementation. A good place to start is to implement the Amazon’s Semantic Web Service client to demonstrate a more concise search. The approach would be to first acquire Amazon’s subscription ID; the main requirement in acquiring this is to have a real e-commerce web site that could be routed to Amazon’s web site, then a market place domain will be given to the user. This service would help demonstrate the difference between traditional web service ‘SOAP’ search and semantic web service ‘SOAP’ search.

Since it has been confirmed that OWL-S Editor is suitable for semantic annotation of web services, further descriptions could be made to itemSearch.owl file generated from Amazon’s WSDL document.
Another area worth researching is the evaluation of semantic web technology Models – OWL-S and WSMX. This will involve more research effort in exploring WSMO studio because despite its complexities, it has rich components that could help developing sophisticated semantic web services.
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Appendix A: C# Web Service Interface

1. The user could search books available on any topic he/she desires to find.

2. The user decides to search books available on Semantic Web Services and the available books were shown.
1. The user enters the topic, say ‘Semantic Web Service’ he/she wishes to search for available books.

2. The data on available books are retrieved.
Appendix C: Amazon’s API Web Service Source Code

BricoBookService.cs

using System;
using System.Xml.Serialization;
using System.Collections.Generic;
using Amazon.ECS;
using Amazon.ECS.Query;
using Amazon.ECS.Mock;
using Amazon.ECS.Model;

namespace Amazon.ECS.Samples
{
    /// <summary>
    /// Amazon ECS  Samples
    /// </summary>
    public class BricoBookService
    {
        /*************************************************************************
        * Access Key ID obtained from:
        * http://aws.amazon.com
        ***********************************************************************/
        string accessKeyId = "0PMA07AMCGN4H7FERC82";
String associateTag = "<My Associate Tag>";

/**************************************************************
 * Instantiate Query Implementation of Amazon ECS
***************************************************************/
AmazonECS service = new AmazonECSQuery(accessKeyId, associateTag);

/**************************************************************
 * Item Search Sample

* Setup request parameters and uncomment to try out sample
***************************************************************/
ItemSearchRequest request = new ItemSearchRequest();
request.SearchIndex = "Books";
request.Keywords = "Semantic Web Service";
ItemSearchSample.InvokeItemSearch(service, request);

Console.WriteLine();
Console.WriteLine("===========================================");
Console.WriteLine("End of output. You can close this window");
System.Threading.Thread.Sleep(500000);
Appendix D: C# Web Service Client Source Code

```csharp
using System;
using System.Data;
using System.Configuration;
using System.Web;
using System.Web.UI;
using System.Web.UI.WebControls;
using System.Web.UI.WebControls.WebParts;
using System.Web.UI.HtmlControls;
using com.amazonewebservices;

public partial class _Default : System.Web.UI.Page
{
    protected void Page_Load(object sender, EventArgs e)
    {
    }

    protected void Button1_Click(object sender, EventArgs e)
    {

        AWSECommerceService aws = new AWSECommerceService();
        ItemSearchRequest request = new ItemSearchRequest();

        request.SearchIndex = "Books";
        request.Power = "title:" + TextBox1.Text;
        request.ResponseGroup = new string[] { "Small" };
        request.Sort = "salesrank";

        ItemSearchRequest[] requests = new ItemSearchRequest[] { request };

        ItemSearch itemSearch = new ItemSearch();
        //itemSearch.AssociateTag = "myassociatetag=20";
        itemSearch.AWSAccessKeyId = "0PMA07AMCGN4H7FERC82";
        itemSearch.Request = requests;

        try
        {
            ItemSearchResponse response = aws.ItemSearch(itemSearch);
            Items info = response.Items[0];
            Item[] items = info.Item;
            Label1.Text = "";
            for (int i = 0; i < items.Length; i++)
            {
                Item item = items[i];
                Label1.Text += "Book Title: " + item.ItemAttributes.Title + "<br />";
            }
        }
        catch (Exception ex)
        {
            Label1.Text = (ex.ToString());
        }
    }
```
Appendix E: Semantic Web Service User Interface

1. The user enters the word he/she wishes to search the meaning

2. The user enters the word ‘Education’ and the meaning is retrieved.
Appendix F: Semantic Web Service Source Code

getMeaning.owl

<?xml version="1.0"?>

<rdf:RDF

xmlns:service="http://www.daml.org/services/owl-s/1.2/Service.owl#"

xmlns:swrl="http://www.w3.org/2003/11/swrl#"

xmlns:time="http://www.isi.edu/~pan/damltime/time-entry.owl#"

xmlns:list="http://www.daml.org/services/owl-s/1.2/generic/ObjectList.owl#"

xmlns:rdfs="http://www.w3.org/2000/01/rdf-schema#"

xmlns:owl="http://www.w3.org/2002/07/owl#"

xmlns:owl-s="http://www.w3.org/2002/07/owl#"

xmlns:expr="http://www.daml.org/services/owl-s/1.2/generic/Expression.owl#"

xmlns:swrlb="http://www.w3.org/2003/11/swrlb#"

xmlns:profile="http://www.daml.org/services/owl-s/1.2/Profile.owl#"

xmlns="http://www.example.org/owls/getMeaning.owl#"

xmlns:process="http://www.daml.org/services/owl-s/1.2/Process.owl#"

xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#"

xmlns:grounding="http://www.daml.org/services/owl-s/1.2/Grounding.owl#"

xmlns:daml="http://www.daml.org/2001/03/daml+owl#"

xml:base="http://www.example.org/owls/getMeaning.owl">

<owl:Ontology rdf:about=""/>


<owl:imports rdf:resource="http://www.daml.org/services/owl-s/1.2/Process.owl"/>
<owl:Ontology>

<process:AtomicProcess rdf:ID="getMeaningProcess">

<process:hasOutput>

<process:Output rdf:ID="getMeaningReturn">

</process:Output>
</process:hasOutput>

<process:hasInput>

</process:hasInput>
</process:AtomicProcess>
</owl:Ontology>
<service:describes>
  <service:Service rdf:ID="getMeaningService">
    <service:supports>
      <grounding:WsdlGrounding rdf:ID="getMeaningGrounding">
        <grounding:hasAtomicProcessGrounding>
            <grounding:wsdlOutputMessage rdf:datatype="http://www.w3.org/2001/XMLSchema#anyURI">
              http://www.mindswap.org/axis/services/DictionaryService#getMeaningResponse
            </grounding:wsdlOutputMessage>
          </grounding:WsdlAtomicProcessGrounding>
        </grounding:hasAtomicProcessGrounding>
      </grounding:WsdlGrounding>
      <grounding:wsdlDocument rdf:datatype="http://www.w3.org/2001/XMLSchema#anyURI">
      </grounding:wsdlDocument>
    </service:supports>
    <grounding:owlsProcess rdf:resource="#getMeaningProcess"/>
  </service:Service>
</service:describes>
<grounding:wsdlInput>

<grounding:WsdIInputMessageMap>

<grounding:owlsParameter rdf:resource="#in0"/>

<grounding:wsdlMessagePart
rdf:datatype="http://www.w3.org/2001/XMLSchema#anyURI"


</grounding:WsdIInputMessageMap>

</grounding:wsdlInput>

<grounding:wsdlOperation>

<grounding:WsdlOperationRef>

<grounding:portType rdf:datatype="http://www.w3.org/2001/XMLSchema#anyURI"


<grounding:operation rdf:datatype="http://www.w3.org/2001/XMLSchema#anyURI"


</grounding:WsdlOperationRef>

</grounding:wsdlOperation>

<grounding:wsdlInputMessage
rdf:datatype="http://www.w3.org/2001/XMLSchema#anyURI"
