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Abstract—This paper introduces a requirements framework intended to guide novice web developers. The work is based on two earlier studies which found that the requirements phase is not well served in web development methods and that there is no agreed set of requirements from practitioners as to what they would like to see in a web development method. The requirements framework outlined here is developed by novice practitioners and later evaluated by them as flexible, simple and easy to use.
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I. INTRODUCTION

Much of the literature on web application development argues that it is different from traditional software application development citing numerous reasons [1; 2; 3]. We have previously divided these differences into three areas [4]: the user domain, the developer and development team domain and finally, the environment. The user domain is of particular interest to the requirements engineer because the web at the interface is of primary importance to the user and is an area where there are a number of differences. The user will enter any web site at any point and not, as traditionally expected, at the start of an application. They will also leave at any point [5]. In addition, the technology is more visible to the user and they will blame any delay in the internet technology transmission on the site they are visiting [6; 7].

When creating a new web application for a client the web developer rarely has any contact with any expected user of the site, except through email and survey, and thus the user is often misrepresented in a development [8]. In addition, if they do not like the results of the development they are only a mouse click away from going to the competition [9]. This creates a number of problems for the web developer in obtaining and validating requirements.

Many web developers are immature in their experience of the web, and have little knowledge of computer science or development methods, thus the use of traditional methods could be an issue [1; 7; 10]. From our experience, this lack of expertise is particularly prevalent in the development of web applications within Small and Medium Enterprises (SME’s).

Section 2 explores the background to requirements prior to detailing a study in Section 3 which shows the creation of a requirements framework for web development and discusses the various components prior to its evaluation in Section 4. Section 5 sets out conclusions and further work.

II. REQUIREMENTS BACKGROUND FROM THE LITERATURE

The requirements phase of traditional software development has been researched extensively over the last thirty years [11]. Nuseibeh and Easterbrook [12] define requirements as “the process of discovering that purpose (for which the software was intended) by identifying stakeholders and their needs and documenting them in a form that is amenable to analysis, communication, and subsequent implementation”. There has been a great deal of work in software engineering to ensure the adoption of systematic requirements gathering and an engineering based approach to analysis and modelling [12].

Web development has a number of issues that make the requirements process more difficult to apply than in typical application development. Lowe and Eklund [13] discuss the issues inherent in obtaining requirements late in the development process, when clients are unable to articulate them until after the initial design has been created. The issues that arise for the requirements stage include shorter development cycle times and uncertainty and volatility in user/client requirements coupled with the user/client only knowing their requirements when presented with a solution [13]. This uncertain environment causes developers to commence implementation with very little knowledge of the user/client requirements and these requirements may only become evident as the system evolves over its life [6]. Consequently, the requirements phase is part of an iterative cycle of requirements elicitation, design and prototyping as the clients needs are better understood and the system evolves [13].

It is also evident that many web development methods are weak in the area of requirements [14]; assuming that these will already be in the possession of the developer before development begins and often not specifying how or what should be obtained. In addition, there is a need to create a new taxonomy of requirements that can be linked to business issues [15].

This method weakness may be because the method authors make assumptions about developer understanding and they expect developers to be able to liaise with clients,
stakeholders and users to obtain a complete set of requirements which can subsequently be documented, prioritised, actioned and finally used to test and evaluate the finished system. However, novice developers consider the requirements section a vital part of their requirements for a method and expected to be advised on the elements that needed to be considered and how to handle such elements [16]. This observation has been corroborated by our own anecdotal evidence from undergraduate project supervision, which suggests that novice developers are often aware that they need to find out what the user needs and/or wants of any system, but are unable to work out the scope of the requirements process for a web development. Interviews with developers in industry confirm this view [16]. Those industry developers interviewed even suggested that the user ‘does not know what they want’ and therefore need to be guided into making appropriate decisions. That is, they need to be guided as to what are the important issues that need to be explored and what can usefully be omitted.

Requirements have traditionally been divided into functional or non-functional requirements [17]. The functional requirements are requirements that can be met by appropriate behaviour or functionality on the part of the solution system [18]. However, Davis [19] terms the non-functional requirements as non-behavioural requirements and adds that they will include some requirements that are not easily categorised; such as response time, capacity, degradation, maintainability and adaptability, reliability, tailormability and portability [19]. Bray [18] is somewhat more pragmatic and terms them as performance requirements using a slimmed down list which includes some of the Davis list and includes usability [18]. Web development however, involves all the categories from Davis [19] and usability as suggested by Bray [18]. Bray [18 p.17] identifies a third category of requirements which he terms design constraints, ‘the true non-functional requirements which identify how the system is built but not what it does’. If, as Lowe [6] believes, web development means that traditional non-functional requirements become paramount, then arguably the requirements process should have greater significance in the development process, and the traditional requirements approaches need to be re-considered to take account of the increasing importance of non-functional requirements.

III. THE CREATION OF A REQUIREMENTS FRAMEWORK

The creation of a requirements framework for web development leads on from our earlier work which surveyed web development methods and techniques and found that, despite assertions to the contrary, most methods did not cover the entire lifecycle from requirements to maintenance in enough depth to allow the method to be followed in all phases [20]. This was particularly true of the requirements phase. We also found that there had been little research into understanding what practitioners were looking for, or required, from a web development method. Furthermore, that there were no agreed set of requirements for a web development method from either theoretical or industrial perspectives [20]. We next conducted a two year study of 23 small scale web developments attempting to use a range of web development methods taken from academic literature. All but one developer abandoned the methods stating they were difficult to learn and apply [21]. Feedback from the study showed that the formality of the method used and the ambiguity of the terminology caused problems in the application of the method. If this was true of participants with specific training and knowledge in computing, then it suggested that typical practitioners, who often have no formal computing background, would also view development methods as difficult. In addition, many of the methods were incomplete. For example, many mention feasibility and requirements but assume the method user will have the knowledge to undertake those aspects. In addition, they assume that the emphasis taken by the method user will be the same as that envisaged by the method author. Again, the variety of backgrounds of web developers means that such assumptions may be inappropriate [21].

For the purposes of the study now described, that is to create a requirements framework for novice developers, the subjects were final year undergraduate students from a British University on BSc (Hons) degree courses in Business Information Technology and Computing and Internet Technology. They had all been in industry for an industrial placement for the third year of their studies and, thus, could be considered as novice developers. The requirements framework was created over five years using an interpretive, inductive approach using an adaptation of template analysis [22]. An initial template was designed as a series of questions that could be discussed. The template was updated after each session and seven updates took place before the template was complete. For a full discussion see [16]. Surprisingly, although expectations might be that the students would have unclear ideas as novice developers, they had strong opinions about what should and should not be included in the prospective requirements part of the method. A number of them felt that some guidance, particularly for people doing web development early in their careers was essential.

The findings became a series of headings of components that the students considered should be in the framework. As previously reported, web development methods are difficult to use for novice developers [4] however, a number of the students identified with two elements of WSDM [23] that the students believed could be used to good effect in any method. The framework is shown at Figure 1.

<table>
<thead>
<tr>
<th>Requirements Framework</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. What is the site for?</td>
</tr>
<tr>
<td>a. To provide a community?</td>
</tr>
<tr>
<td>b. To increase company visibility?</td>
</tr>
<tr>
<td>c. To provide a new business model?</td>
</tr>
<tr>
<td>d. To provide information?</td>
</tr>
<tr>
<td>e. To make money?</td>
</tr>
</tbody>
</table>
It is accepted that there are categories that could be considered to be missing from the list such as personalization and requirements resulting from marketing strategy; however, this framework is presented as constructed by the study participants. Further work will consider additional items. The following is a discussion on the selection of the individual components and the reasoning behind their inclusion.

**2. Who are the target audience?**
   a. How will you find this out? What problems are there to doing this?
   b. What are the expected types? What are the requirements of each type?
   c. Who are the stakeholder audience?

**3. What is the business model?**

**4. High Level Content Analysis**
   a. Who is providing the content?
   b. Marketing analysis and planning
      i. What are the expected visitor numbers and types
      ii. Product releases etc
   c. Who owns it?
   d. What about copyright?
   e. How often does it need updating?
   f. Who will update it?
   g. Consider privacy, accuracy, property, accessibility

**5. Security implications?**
   a. For different revenue models
   b. For different audience types
   c. Sensitive information

**6. Timescale**
   a. What is required by when?

**7. Technical issues**
   a. Hosting requirements
   b. Development environment
   c. Language
   d. Hardware

*Specification*

1. Identify audience types using:
   a. Statement of purpose
   b. Market research
   c. High level target audience identification

2. Write scenarios for each audience type
   a. From scenarios identify information requirements
   b. From scenarios identify functions they will need to complete

3. Identify audience structure linking similar information and functions

**A. What is the Purpose of the Site?**

This element is included, at the students direction; it comes from both WSDM [23] and Turbo prototyping [24]. De Troyer [25] believes that not having a mission statement or statement of purpose will mean that goals may never be reached and there is no high level basis for any evaluation into the effectiveness of the site.

It is important for a developer to understand the purpose of the web site and to ensure that the application reflects that purpose. The development of a high standard multi-media site that gives an immersive marketing experience is not necessarily the best environment for a transactional site where customers will not wait for graphics to load. Hence, a developer’s role (or certainly the development organisations) should include assisting the client in determining and refining the purpose of the site.

**B. Who is the target audience?**

This is another element taken from WSDM that the students considered important to include. The identification of the audience is a complex part of web development. There may be market research data available, in which case this may be used, but without this the site may not cater to the tastes of its audience. The target audience is ‘that specific audience who is interested in and will benefit from the site’ [25]. Audience identification is a complex process which many developers do not consider in enough depth; for example with a commercial site as well as customers, for example, there are likely to be potential customers, suppliers, distributors, potential investors etc. One of the major issues is that users are divorced from the development and may not be able to engage with the process [8]. Users of web sites are often asked to complete market surveys about their usage of the site and it is questionable whether market research surveys offer additional value. User forums are often a source of useful information, customer service blogs and wikis can be helpful. Interestingly, De Troyer [25] suggests looking at the business activities and decomposing them into target audience classes. (The link between the business processes and the web site is not followed up in her work, and is considered outside the scope of the work here). However, this link is something that should be explored in further work, and some authors have suggested using business process models as part of web development methods (e.g., Bleistein and others [26]). The two steps consisting of statement of purpose and identification of the target audience are important at a high level at the beginning of any project, and will be re-visited and undoubtedly identified in greater detail during requirements gathering and specification. Web sites dealing with web design also give guidance such as that described by Leigh [27] which suggests thinking about the following categories:

- Age
- Sex
- Religious aspects
- Ethnic backgrounds
C. What is the business model?

The business model is introduced at this stage. Osterwalder and Pigneur [28] summarise five reasons why a business model is essential to a business; three of which can be seen as important in requirements elicitation. These are, first, identification of elements in a domain and the linkages between them; second, a formal e-business model allows useful discussion between managers and stakeholders and third, the mapping of the model provides a foundation for discussion and facilitates change. This model is likely to become part of the discussion among the developer, the client and other stakeholders relating to the statement of purpose and target audience, and is added to ensure that the topic is covered during elicitation. The site will typically need to be paid for either by the client, sponsor or stakeholder and if the site needs to be self-sustaining the business model becomes an important issue. Therefore, both business and revenue models become important in the setting up and operation of the site.

D. Development Constraints

Originally conceived from a development point of view, constraints could be considered in terms of budget, development environment or programmer availability. However, Chevalier and Bonnardel [29] believe that constraints can be split into either client or user constraints. Client constraints are those that result from interactions with the client or are inferred from interactions with previous clients, and user constraints which are developed as a result of a web developers own usage of web sites. They may address general aesthetics of web sites or specific aspects relating to usability such as the navigation.

E. High Level Content Analysis

Most web sites have some kind of informational content. This may be reflected in the statement of purpose of the site for example ‘to provide information to the local community on the different transport links’. However, e-commerce sites which have catalogues of sales information have to ensure that the information is considered and dealt with correctly. The contents of this section are ensuring that the developer considers the information and the ownership, use and updating of it. This is particularly necessary for the developer in terms of ‘how’ the information is entered and kept up to date.

F. Security implications

Different business and revenue models will require a developer to consider the amount of security and privacy that are required. For example business applications are expected to be secure so that personal data belonging to users is safe. Providers of services need to ensure that they are not open to third party breaches such that business critical information can be accessed or modified. Much of the information available to developers is in the form of how to and there is little reference to the developer reflecting on the different business and revenue models to decide what security will be needed such as integrity, non-repudiation, confidentiality, authentication etc. [30].

G. Timescale

The system will have a variety of timescales for development that will fit with the high level business plans, and at this point in the development cycle the developer should be considering the amount of time that the development should take and whether the planned level of business need can be met in that timescale.

H. Technical issues

This section considers the technical requirements at a high level such as hosting requirements and their suitability for the business need, the hardware and software requirements, along with the possible development environment.

I. Towards specification

Having identified the users of the site at a high level, a more detailed analysis is then conducted to identify the different user groups. The form that the students liked for this section was where each different class of audience was drawn life-size on a wall chart, and their habits, typical likes and dislikes were added by the development team so that the way they used a site was shown in a visual manner enabling the developer to have greater understanding of the user. This also ensures that individual developers have input into the user classification and gives a greater degree of inclusivity.

Each identified user group would have some kind of information needs and would wish to complete a number of tasks. The students, therefore, opted to create scenarios for each audience type. For each scenario, they defined their information requirements and the functions they need to complete. It would then become possible to link together similar user types who had either similar information requirements or similar functions that they needed to complete.

IV. EVALUATION

There is a large body of work on method comparison for example,[31; 32; 33; 34] but little work specifically on evaluation. The work of Abrahao and Poels [35] considers method evaluation using an experimental approach, which could have been used. However, the approach does not give
the richness of data that is necessary to further inform the framework. Sol [36] describes five different ways of undertaking method comparisons which are all with the final purpose of selecting a method to use. To this end, they can, therefore, be usefully examined to see if they could be adapted to allow the evaluation of a requirements framework. Jayaratna [37] usefully summarises Sol’s five different ways of method evaluation:

- Describe the ‘ideal’ methodology, then compare with other methodologies
- Construct a ‘generalised’ measurement tool by selecting appropriate features from a number of existing methodologies
- Test hypothesis about the features based on the study of different methodologies
- Develop a common frame of reference for viewing the different methodologies (thus providing a meta-language for communication)
- Develop a contingency framework to allow the appropriate methodology to be mapped to a particular environment.

The first two approaches, the comparison with an ideal method and the generalised measurement tool would appear to be useful techniques. Criticisms of the ideal methodology comparison and the generalised measurement tool are particularly related to the concept that any views are of necessity subjective. To counteract these criticisms the evaluation of the requirements framework could be given to a number of different people and thus a generalised view of the results could be obtained; this would be a variation on the outlined approaches.

The evaluation of the framework was made by a group of developers of a similar experience level to the developers that informed the creation of the framework. Thus, 63 students in the final year of their undergraduate studies on the Software Systems Framework at a British University made the evaluation. They had all undertaken an industrial placement for one year. They were aware that the framework was part of a PhD study and were briefed fully about being critical and their choices. The students were self-selecting in that they had opted to complete a final year unit and the evaluation was part of their assessment. The students were asked to create their own list of requirements categories prior to seeing the framework and doing any research themselves. They were then asked to answer a series of questions - what should be added to their categories and why? What should be removed from their categories and why? What should be added to the requirements framework and why? What should be removed from the requirements framework and why? Is there a perfect set of requirements categories? What should the perfect list include?

The framework was generally received well, with the students believing it was straightforward and simple to apply. Of the initial 63, 48 students allowed their work to be used, although 3 students made no useful contribution. Therefore 45 students gave useful contributions and made 569 comments which were analysed using an inductive process. Of these 569 comments 257 were related directly to the categories in the framework and 188 suggested other categories that could be included. 124 comments were negative in that they suggested a category was missing or wanted to remove a category. One student had 10 negative comments. (Six students made suggestions that were based on incorrect suppositions and were, therefore, just incorrect.) The comments were placed in framework categories and analysed. The numbers of comments are summarised in Table 1.

<table>
<thead>
<tr>
<th>Framework category</th>
<th>Sub category</th>
<th>No of students</th>
<th>No of comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Project planning</td>
<td></td>
<td>14</td>
<td>18</td>
</tr>
<tr>
<td>Statement of purpose</td>
<td></td>
<td>12</td>
<td>13</td>
</tr>
<tr>
<td></td>
<td>Who are the target audience?</td>
<td>13</td>
<td>16</td>
</tr>
<tr>
<td></td>
<td>What is the purpose?</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Development constraints</td>
<td></td>
<td>17</td>
<td>22</td>
</tr>
<tr>
<td>Requirements gathering</td>
<td></td>
<td>33</td>
<td>54</td>
</tr>
<tr>
<td></td>
<td>High level content analysis</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td></td>
<td>Security implications</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Technical</td>
<td>22</td>
<td>28</td>
</tr>
<tr>
<td></td>
<td>Timescale</td>
<td>9</td>
<td>10</td>
</tr>
<tr>
<td></td>
<td>What is the business model?</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td></td>
<td>What is the site for?</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td></td>
<td>Who is the target audience?</td>
<td>9</td>
<td>12</td>
</tr>
<tr>
<td>Specification</td>
<td></td>
<td>14</td>
<td>18</td>
</tr>
<tr>
<td></td>
<td>Scenario Analysis</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>Design</td>
<td></td>
<td>12</td>
<td>13</td>
</tr>
<tr>
<td></td>
<td>Information</td>
<td>8</td>
<td>9</td>
</tr>
<tr>
<td></td>
<td>Navigation</td>
<td>9</td>
<td>12</td>
</tr>
<tr>
<td></td>
<td>Objectives</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td>Presentation</td>
<td>7</td>
<td>8</td>
</tr>
</tbody>
</table>

Full details of the feedback and actions can be found in [16] but a selection are included here for illustration.
A. Statement of purpose?

Of the 14 students that discussed the statement of purpose in any depth only four would have removed it, two of these because they felt that it was repeated at the specification stage. However, this was part of the framework design and ten students agreed it was important with Student 19 recognising the design decision “the original intent is referred to by different questioning, three times before the design or aesthetic of the system is considered, thereby re-enforcing its objective to the developer. Once this, as the most important factor, is embedded in the developers mind it is only then that the technical factors take over regarding tools to be used etc. This is in my opinion is a great advantage over other methods that leave the original intent to an initial statement that doesn’t seem to get questioned again at any stage of the developmental process.”

Action: Clarify that the statement of purpose is re-visited deliberately at different stages in the development process.

B. Who is the target audience?

The most common comment here was the suggestion to split the target user and stakeholders (4 students) because their requirements would be different and thus could be separated. Only one student would not have used this as a category of the framework with eight agreeing as to the usefulness of the approach. Two students recognized the use of the target audience again later in the framework and the greater detail that would be added later in the iterations.

Action: Clarify that identification of the target audience is re-visited at different stages in the development process and ensure that different classes of stakeholder and audience are defined separately.

C. Requirements gathering

This was the section that resulted in the most comments. 33 students made specific comments in this section and 121 comments were recorded of which 54 were general in nature. Two students suggested the use of time-boxing and MOSCOW rules [38] for prioritizing requirements and three suggested the framework should outline some techniques for telling novices where to find information that provides guidance as to how to obtain requirements because traditional elicitation techniques were unlikely to be useful. Student 43 suggested that a list of possible techniques should be given so that novices could select a technique. The list they provide shows, for example, 8 different elicitation techniques.

The aim of the framework was not to force users to use specific techniques, but to allow the developer a free choice and provide what Cockburn terms a ‘lite’ method [39]. (However, the idea of providing a ‘Body of Knowledge’ of possibilities is attractive. Hence, although this suggestion has not been incorporated within the current framework a further work will explore technique choices for novice developers).

There was much discussion about which requirements were useful and which framework questions identified ‘functional requirements’. These needed to have been articulated more clearly in the framework. However, the students were all aware of the term functional requirements and were looking for an instruction which sent them to get them. By setting up scenarios at the specification stage, the functional requirements will be teased out without the novice developer realizing it.

There were a further 67 comments which were categorised into each area of the requirements gathering phase. The category with the most specific comments was the technical section. This is possibly as a result of the technical nature of the degrees that many of these students are following; however, some points are felt to be relevant. Of the 28 comments in the technical section there was debate by some students as to whether performance requirements should be included, student 54 believed that "when designing the site there will be many factors that have to be taken into account, which may not be specified as functional requirements, but rather as performance requirements. These days, however, performance has become a large part of the functionality, so the two overlap". This thought is articulated well and reflects the nature of the framework, thus technical requirements will remain. Student 5 agrees and states that "by defining exactly what technologies that are going to be used the web developers can educate the clients on the technologies and their capabilities – which may have a major impact on other parts of any development method, such as design and navigation". There is some evidence that client understanding of technological capabilities is low at the outset of projects [13] and by explicitly introducing it at the requirements stage it may help the development process.

Action: Add two additional categories to Requirements Gathering. How will the site be created and using which technologies? When is the product needed? Further work will explore the production of a list of techniques and tools that will be useful for novice developers in the different sections.

A second approach to evaluation is to create a dialogue as discussed by Jayaratna [37] which will enable shortcomings and issues with the framework to be identified. Therefore, the second part of the evaluation involved seven final year Software Systems Framework students on BSc Business Information Technology, Computing and Software Engineering degrees completing their 60 credit final year project (which makes up half the final year mark) using the requirements framework. The students were again self selecting in that they were producing a web application and decided to use the framework as their project development method. The projects resulted in seven different web applications of differing success; this would be expected from a cross section of student projects.
Interestingly, nearly all students commented, as benefits of the framework, on its simplicity, flexibility and ease of use; although the same simplicity and flexibility were also picked out as negative points suggesting that the developer needed experience to be able to follow the framework. This was the section of the framework that received the most positive comments and was “the most straightforward stage to follow comprehensively”. The simplicity of the language “that on the whole could be understood by people outside academia and people with little technical development experience” and meant that the steps “could be discussed with a client to gather more detailed information regarding what the system needs to incorporate” were considered important points by the students. Another student used “the points as the centre for brainstorming sessions helping to note and develop further requirements”. One student believed it “simple to apply as a result of the clear communication of its key principles, and the amount of information it puts across. This makes it easy to think of the requirements, making this a good way to document requirements for projects like this one”. Although another student felt that they had too much information and created “a disorganised requirements document” and felt it “could be a reflection of the method, ....or the developer....but a technique to ..fathom....documentation may have been useful here”. Inclusion of several steps received positive comments, including statements of purpose which “gave a high level overview of the aspirations of the website and was good for remaining focussed during the development” and user identification when comments such as a “…clearer understanding of what is needed from the website is generated” were made.

Three students felt that there needed to be some guidance as to how to collect the requirements, one commenting that the lack of guidance “adds flexibility to the person using the method but may make it harder to follow, and restrict [its] uptake” and another stating it could “leave people lost as to what they should do with the suggestions the method provides”.

V. CONCLUSIONS AND FURTHER WORK

This paper presents a framework for web requirements for novice developers.

Our earlier work found that web development methods presented in academic literature often did not cover the whole lifecycle, from requirements to maintenance, and that the requirements phase was particularly poorly served. In addition, that methods were rarely described in enough detail to allow their application and that often the requirements were assumed to have already been collected. Further, that these same web development methods were too difficult to apply in most cases for novice developers, who were likely to abandon using them. There has also been no set of agreed requirements for what practitioners would expect in a ‘web’ method. These findings were matched in an industrial study which has not been described here.

In contrast to these findings we wished to base our work on practice. We used input from final year undergraduates after their placement year in industry, who represented novice web developers. Discussions were carried out over a five year period involving seven iterations of a template.

The framework is evaluated using a generalized approach by similar novice developers (final year undergraduate students). A further evaluation using a dialogue approach by seven developers creating a variety of applications gave rise to comments such as easy to use, simplicity and flexibility. The framework has been very successful and taken up by a number of project students (outside this study) who were asked to evaluate it and have then gone on to use it successfully in industry.

There is still the possibility of further evolution but the main advantages that we see are:

- It is simple and easy to use
- It is not prescriptive as far as modeling notations are concerned
- It gives a novice developer many of the requirements issues to consider at the beginning of a development
- It opens a dialogue between the client and the developer

In addition, a general finding, or position, would be the need to inform our methods with a greater sense of the needs of practitioners, particularly the novice web developer (which is especially important given the demographic of web teams).
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